**DESIGN PATTERNS**

Design patterns are recurring solutions to software design problems you find again and again in real-world application development. Patterns are about design and interaction of objects, as well as providing a communication platform concerning elegant, reusable solutions to commonly encountered programming challenges.

The Gang of Four (GoF) patterns are generally considered the foundation for all other patterns. They are categorized in three groups: Creational, Structural, and Behavioral. Here you will find information on these important patterns.

To give you a head start, the C# source code is provided in 2 forms: 'structural' and 'real-world'. Structural code uses type names as defined in the pattern definition and UML diagrams. Real-world code provides real-world programming situations where you may use these patterns.

|  |  |
| --- | --- |
| **Creational Patterns** | |
| [Abstract Factory](http://www.dofactory.com/Patterns/PatternAbstract.aspx) | Creates an instance of several families of classes |
| [Builder](http://www.dofactory.com/Patterns/PatternBuilder.aspx) | Separates object construction from its representation |
| [Factory Method](http://www.dofactory.com/Patterns/PatternFactory.aspx) | Creates an instance of several derived classes |
| [Prototype](http://www.dofactory.com/Patterns/PatternPrototype.aspx) | A fully initialized instance to be copied or cloned |
| [Singleton](http://www.dofactory.com/Patterns/PatternSingleton.aspx) | A class of which only a single instance can exist |

|  |  |
| --- | --- |
| **Structural Patterns** | |
| [Adapter](http://www.dofactory.com/Patterns/PatternAdapter.aspx) | Match interfaces of different classes |
| [Bridge](http://www.dofactory.com/Patterns/PatternBridge.aspx) | Separates an object’s interface from its implementation |
| [Composite](http://www.dofactory.com/Patterns/PatternComposite.aspx) | A tree structure of simple and composite objects |
| [Decorator](http://www.dofactory.com/Patterns/PatternDecorator.aspx) | Add responsibilities to objects dynamically |
| [Facade](http://www.dofactory.com/Patterns/PatternFacade.aspx) | A single class that represents an entire subsystem |
| [Flyweight](http://www.dofactory.com/Patterns/PatternFlyweight.aspx) | A fine-grained instance used for efficient sharing |
| [Proxy](http://www.dofactory.com/Patterns/PatternProxy.aspx) | An object representing another object |

|  |  |
| --- | --- |
| **Behavioral Patterns** | |
| [Chain of Resp.](http://www.dofactory.com/Patterns/PatternChain.aspx) | A way of passing a request between a chain of objects |
| [Command](http://www.dofactory.com/Patterns/PatternCommand.aspx) | Encapsulate a command request as an object |
| [Interpreter](http://www.dofactory.com/Patterns/PatternInterpreter.aspx) | A way to include language elements in a program |
| [Iterator](http://www.dofactory.com/Patterns/PatternIterator.aspx) | Sequentially access the elements of a collection |
| [Mediator](http://www.dofactory.com/Patterns/PatternMediator.aspx) | Defines simplified communication between classes |
| [Memento](http://www.dofactory.com/Patterns/PatternMemento.aspx) | Capture and restore an object's internal state |
| [Observer](http://www.dofactory.com/Patterns/PatternObserver.aspx) | A way of notifying change to a number of classes |
| [State](http://www.dofactory.com/Patterns/PatternState.aspx) | Alter an object's behavior when its state changes |
| [Strategy](http://www.dofactory.com/Patterns/PatternStrategy.aspx) | Encapsulates an algorithm inside a class |
| [Template Method](http://www.dofactory.com/Patterns/PatternTemplate.aspx) | Defer the exact steps of an algorithm to a subclass |
| [Visitor](http://www.dofactory.com/Patterns/PatternVisitor.aspx) | Defines a new operation to a class without change |

|  |
| --- |
| **Creational Patterns** |

**Abstract Factory**

### definition

Provide an interface for creating families of related or dependent objects without specifying their concrete classes.

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **AbstractFactory**  **(ContinentFactory)**
  + declares an interface for operations that create abstract products
* **ConcreteFactory**   **(AfricaFactory, AmericaFactory)**
  + implements the operations to create concrete product objects
* **AbstractProduct**   **(Herbivore, Carnivore)**
  + declares an interface for a type of product object
* **Product**  **(Wildebeest, Lion, Bison, Wolf)**
  + defines a product object to be created by the corresponding concrete factory
  + implements the AbstractProduct interface
* **Client**  **(AnimalWorld)**
  + uses interfaces declared by AbstractFactory and AbstractProduct classes

### sample code in C#

This structural code demonstrates the Abstract Factory pattern creating parallel hierarchies of objects. Object creation has been abstracted and there is no need for hard-coded class names in the client code.

|  |
| --- |
| // Abstract Factory pattern -- Structural example |
| using System;  namespace DoFactory.GangOfFour.Abstract.Structural {   // MainApp test application     class MainApp   {     public static void Main()     {       // Abstract factory #1        AbstractFactory factory1 = new ConcreteFactory1();       Client c1 = new Client(factory1);       c1.Run();        // Abstract factory #2        AbstractFactory factory2 = new ConcreteFactory2();       Client c2 = new Client(factory2);       c2.Run();        // Wait for user input        Console.Read();     }   }    // "AbstractFactory"     abstract class AbstractFactory   {     public abstract AbstractProductA CreateProductA();     public abstract AbstractProductB CreateProductB();   }    // "ConcreteFactory1"     class ConcreteFactory1 : AbstractFactory   {     public override AbstractProductA CreateProductA()     {       return new ProductA1();     }     public override AbstractProductB CreateProductB()     {       return new ProductB1();     }   }    // "ConcreteFactory2"     class ConcreteFactory2 : AbstractFactory   {     public override AbstractProductA CreateProductA()     {       return new ProductA2();     }     public override AbstractProductB CreateProductB()     {       return new ProductB2();     }   }    // "AbstractProductA"     abstract class AbstractProductA   {   }    // "AbstractProductB"     abstract class AbstractProductB   {     public abstract void Interact(AbstractProductA a);   }    // "ProductA1"     class ProductA1 : AbstractProductA   {   }    // "ProductB1"     class ProductB1 : AbstractProductB   {     public override void Interact(AbstractProductA a)     {       Console.WriteLine(this.GetType().Name +          " interacts with " + a.GetType().Name);     }   }    // "ProductA2"     class ProductA2 : AbstractProductA   {   }    // "ProductB2"     class ProductB2 : AbstractProductB   {     public override void Interact(AbstractProductA a)     {       Console.WriteLine(this.GetType().Name +          " interacts with " + a.GetType().Name);     }   }    // "Client" - the interaction environment of the products     class Client   {     private AbstractProductA AbstractProductA;     private AbstractProductB AbstractProductB;      // Constructor      public Client(AbstractFactory factory)     {       AbstractProductB = factory.CreateProductB();       AbstractProductA = factory.CreateProductA();     }      public void Run()     {       AbstractProductB.Interact(AbstractProductA);     }   } } |
| Output  ProductB1 interacts with ProductA1 ProductB2 interacts with ProductA2 |

This real-world code demonstrates the creation of different animal worlds for a computer game using different factories. Although the animals created by the Continent factories are different, the interactions among the animals remain the same.

|  |
| --- |
| // Abstract Factory pattern -- Real World example |
| using System;  namespace DoFactory.GangOfFour.Abstract.RealWorld {   // MainApp test application     class MainApp   {     public static void Main()     {       // Create and run the Africa animal world        ContinentFactory africa = new AfricaFactory();       AnimalWorld world = new AnimalWorld(africa);       world.RunFoodChain();        // Create and run the America animal world        ContinentFactory america = new AmericaFactory();       world = new AnimalWorld(america);       world.RunFoodChain();        // Wait for user input        Console.Read();     }   }    // "AbstractFactory"     abstract class ContinentFactory   {     public abstract Herbivore CreateHerbivore();     public abstract Carnivore CreateCarnivore();   }    // "ConcreteFactory1"     class AfricaFactory : ContinentFactory   {     public override Herbivore CreateHerbivore()     {       return new Wildebeest();     }     public override Carnivore CreateCarnivore()     {       return new Lion();     }   }    // "ConcreteFactory2"     class AmericaFactory : ContinentFactory   {     public override Herbivore CreateHerbivore()     {       return new Bison();     }     public override Carnivore CreateCarnivore()     {       return new Wolf();     }   }    // "AbstractProductA"     abstract class Herbivore   {   }    // "AbstractProductB"     abstract class Carnivore   {     public abstract void Eat(Herbivore h);   }    // "ProductA1"     class Wildebeest : Herbivore   {   }    // "ProductB1"     class Lion : Carnivore   {     public override void Eat(Herbivore h)     {       // Eat Wildebeest        Console.WriteLine(this.GetType().Name +          " eats " + h.GetType().Name);     }   }    // "ProductA2"     class Bison : Herbivore   {   }    // "ProductB2"     class Wolf : Carnivore   {     public override void Eat(Herbivore h)     {       // Eat Bison        Console.WriteLine(this.GetType().Name +          " eats " + h.GetType().Name);     }   }    // "Client"     class AnimalWorld   {     private Herbivore herbivore;     private Carnivore carnivore;      // Constructor      public AnimalWorld(ContinentFactory factory)     {       carnivore = factory.CreateCarnivore();       herbivore = factory.CreateHerbivore();     }      public void RunFoodChain()     {       carnivore.Eat(herbivore);     }   } } |
| Output  Lion eats Wildebeest |

**Builder**

### definition

Separate the construction of a complex object from its representation so that the same construction process can create different representations.

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **Builder**  **(VehicleBuilder)**
  + specifies an abstract interface for creating parts of a Product object
* **ConcreteBuilder**  **(MotorCycleBuilder, CarBuilder, ScooterBuilder)**
  + constructs and assembles parts of the product by implementing the Builder interface
  + defines and keeps track of the representation it creates
  + provides an interface for retrieving the product
* **Director**  **(Shop)**
  + constructs an object using the Builder interface
* **Product**  **(Vehicle)**
  + represents the complex object under construction. ConcreteBuilder builds the product's internal representation and defines the process by which it's assembled
  + includes classes that define the constituent parts, including interfaces for assembling the parts into the final result

### sample code in C#

This structural code demonstrates the Builder pattern in which complex objects are created in a step-by-step fashion. The construction process can create different object representations and provides a high level of control over the assembly of the objects.

|  |
| --- |
| // Builder pattern -- Structural example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Builder.Structural {   // MainApp test application     public class MainApp   {     public static void Main()     {        // Create director and builders        Director director = new Director();        Builder b1 = new ConcreteBuilder1();       Builder b2 = new ConcreteBuilder2();        // Construct two products        director.Construct(b1);       Product p1 = b1.GetResult();       p1.Show();        director.Construct(b2);       Product p2 = b2.GetResult();       p2.Show();        // Wait for user        Console.Read();     }   }    // "Director"     class Director   {     // Builder uses a complex series of steps      public void Construct(Builder builder)     {       builder.BuildPartA();       builder.BuildPartB();     }   }    // "Builder"     abstract class Builder   {     public abstract void BuildPartA();     public abstract void BuildPartB();     public abstract Product GetResult();   }    // "ConcreteBuilder1"     class ConcreteBuilder1 : Builder   {     private Product product = new Product();      public override void BuildPartA()     {       product.Add("PartA");     }      public override void BuildPartB()     {       product.Add("PartB");     }      public override Product GetResult()     {       return product;     }   }    // "ConcreteBuilder2"     class ConcreteBuilder2 : Builder   {     private Product product = new Product();      public override void BuildPartA()     {       product.Add("PartX");     }      public override void BuildPartB()     {       product.Add("PartY");     }      public override Product GetResult()     {       return product;     }   }    // "Product"     class Product   {     ArrayList parts = new ArrayList();      public void Add(string part)     {       parts.Add(part);     }      public void Show()     {       Console.WriteLine("\nProduct Parts -------");       foreach (string part in parts)         Console.WriteLine(part);     }   } } |
| Output  Product Parts ------- PartA PartB  Product Parts ------- PartX PartY |

This real-world code demonstates the Builder pattern in which different vehicles are assembled in a step-by-step fashion. The Shop uses VehicleBuilders to construct a variety of Vehicles in a series of sequential steps.

|  |
| --- |
| // Builder pattern -- Real World example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Builder.RealWorld {   // MainApp test application     public class MainApp   {     public static void Main()     {       // Create shop with vehicle builders        Shop shop = new Shop();       VehicleBuilder b1 = new ScooterBuilder();       VehicleBuilder b2 = new CarBuilder();       VehicleBuilder b3 = new MotorCycleBuilder();        // Construct and display vehicles        shop.Construct(b1);       b1.Vehicle.Show();        shop.Construct(b2);       b2.Vehicle.Show();        shop.Construct(b3);       b3.Vehicle.Show();        // Wait for user        Console.Read();     }   }    // "Director"     class Shop   {     // Builder uses a complex series of steps      public void Construct(VehicleBuilder vehicleBuilder)     {       vehicleBuilder.BuildFrame();       vehicleBuilder.BuildEngine();       vehicleBuilder.BuildWheels();       vehicleBuilder.BuildDoors();     }   }    // "Builder"     abstract class VehicleBuilder   {     protected Vehicle vehicle;      // Property      public Vehicle Vehicle     {       get{ return vehicle; }     }      public abstract void BuildFrame();     public abstract void BuildEngine();     public abstract void BuildWheels();     public abstract void BuildDoors();   }    // "ConcreteBuilder1"     class MotorCycleBuilder : VehicleBuilder   {     public override void BuildFrame()     {       vehicle = new Vehicle("MotorCycle");       vehicle["frame"] = "MotorCycle Frame";     }      public override void BuildEngine()     {       vehicle["engine"] = "500 cc";     }      public override void BuildWheels()     {       vehicle["wheels"] = "2";     }      public override void BuildDoors()     {       vehicle["doors"] = "0";     }   }    // "ConcreteBuilder2"     class CarBuilder : VehicleBuilder   {     public override void BuildFrame()     {       vehicle = new Vehicle("Car");       vehicle["frame"] = "Car Frame";     }      public override void BuildEngine()     {       vehicle["engine"] = "2500 cc";     }      public override void BuildWheels()     {       vehicle["wheels"] = "4";     }      public override void BuildDoors()     {       vehicle["doors"] = "4";     }   }    // "ConcreteBuilder3"     class ScooterBuilder : VehicleBuilder   {     public override void BuildFrame()     {       vehicle = new Vehicle("Scooter");       vehicle["frame"] = "Scooter Frame";     }      public override void BuildEngine()     {       vehicle["engine"] = "50 cc";     }      public override void BuildWheels()     {       vehicle["wheels"] = "2";     }      public override void BuildDoors()     {       vehicle["doors"] = "0";     }   }    // "Product"     class Vehicle   {     private string type;     private Hashtable parts = new Hashtable();      // Constructor      public Vehicle(string type)     {       this.type = type;     }      // Indexer (i.e. smart array)      public object this[string key]     {       get{ return parts[key]; }       set{ parts[key] = value; }     }      public void Show()     {       Console.WriteLine("\n---------------------------");       Console.WriteLine("Vehicle Type: {0}", type);       Console.WriteLine(" Frame : {0}", parts["frame"]);       Console.WriteLine(" Engine : {0}", parts["engine"]);       Console.WriteLine(" #Wheels: {0}", parts["wheels"]);       Console.WriteLine(" #Doors : {0}", parts["doors"]);     }   } } |
| Output  --------------------------- Vehicle Type: Scooter  Frame  : Scooter Frame  Engine : none  #Wheels: 2  #Doors : 0  --------------------------- Vehicle Type: Car  Frame  : Car Frame  Engine : 2500 cc  #Wheels: 4  #Doors : 4  --------------------------- Vehicle Type: MotorCycle  Frame  : MotorCycle Frame  Engine : 500 cc  #Wheels: 2  #Doors : 0 |

**Factory Method**

### definition

Define an interface for creating an object, but let subclasses decide which class to instantiate. Factory Method lets a class defer instantiation to subclasses.

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **Product**  **(Page)**
  + defines the interface of objects the factory method creates
* **ConcreteProduct**  **(SkillsPage, EducationPage, ExperiencePage)**
  + implements the Product interface
* **Creator**  **(Document)**
  + declares the factory method, which returns an object of type Product. Creator may also define a default implementation of the factory method that returns a default ConcreteProduct object.
  + may call the factory method to create a Product object.
* **ConcreteCreator**  **(Report, Resume)**
  + overrides the factory method to return an instance of a ConcreteProduct.

### sample code in C#

This structural code demonstrates the Factory method offering great flexibility in creating different objects. The Abstract class may provide a default object, but each subclass can instantiate an extended version of the object.

|  |
| --- |
| // Factory Method pattern -- Structural example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Factory.Structural {    // MainApp test application     class MainApp   {     static void Main()     {       // An array of creators        Creator[] creators = new Creator[2];       creators[0] = new ConcreteCreatorA();       creators[1] = new ConcreteCreatorB();        // Iterate over creators and create products        foreach(Creator creator in creators)       {         Product product = creator.FactoryMethod();         Console.WriteLine("Created {0}",            product.GetType().Name);       }        // Wait for user        Console.Read();     }   }    // "Product"     abstract class Product   {   }    // "ConcreteProductA"     class ConcreteProductA : Product   {   }    // "ConcreteProductB"     class ConcreteProductB : Product   {   }    // "Creator"     abstract class Creator   {     public abstract Product FactoryMethod();   }    // "ConcreteCreator"     class ConcreteCreatorA : Creator   {     public override Product FactoryMethod()     {       return new ConcreteProductA();     }   }    // "ConcreteCreator"     class ConcreteCreatorB : Creator   {     public override Product FactoryMethod()     {       return new ConcreteProductB();     }   } } |
| Output  Created ConcreteProductA Created ConcreteProductB |

This real-world code demonstrates the Factory method offering flexibility in creating different documents. The derived Document classes Report and Resume instantiate extended versions of the Document class. Here, the Factory Method is called in the constructor of the Document base class.

|  |
| --- |
| // Factory Method pattern -- Real World example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Factory.RealWorld {    // MainApp test application     class MainApp   {     static void Main()     {       // Note: constructors call Factory Method        Document[] documents = new Document[2];       documents[0] = new Resume();       documents[1] = new Report();        // Display document pages        foreach (Document document in documents)       {         Console.WriteLine("\n" + document.GetType().Name+ "--");         foreach (Page page in document.Pages)         {           Console.WriteLine(" " + page.GetType().Name);         }       }        // Wait for user        Console.Read();         }   }    // "Product"     abstract class Page   {   }    // "ConcreteProduct"     class SkillsPage : Page   {   }    // "ConcreteProduct"     class EducationPage : Page   {   }    // "ConcreteProduct"     class ExperiencePage : Page   {   }    // "ConcreteProduct"     class IntroductionPage : Page   {   }    // "ConcreteProduct"     class ResultsPage : Page   {   }    // "ConcreteProduct"     class ConclusionPage : Page   {   }    // "ConcreteProduct"     class SummaryPage : Page   {   }    // "ConcreteProduct"     class BibliographyPage : Page   {   }    // "Creator"     abstract class Document   {     private ArrayList pages = new ArrayList();      // Constructor calls abstract Factory method      public Document()     {       this.CreatePages();     }      public ArrayList Pages     {       get{ return pages; }     }      // Factory Method      public abstract void CreatePages();   }    // "ConcreteCreator"     class Resume : Document   {     // Factory Method implementation      public override void CreatePages()     {       Pages.Add(new SkillsPage());       Pages.Add(new EducationPage());       Pages.Add(new ExperiencePage());     }   }    // "ConcreteCreator"     class Report : Document   {     // Factory Method implementation      public override void CreatePages()     {       Pages.Add(new IntroductionPage());       Pages.Add(new ResultsPage());       Pages.Add(new ConclusionPage());       Pages.Add(new SummaryPage());       Pages.Add(new BibliographyPage());     }   } } |
| Output  Resume -------  SkillsPage  EducationPage  ExperiencePage  Report -------  IntroductionPage  ResultsPage  ConclusionPage  SummaryPage  BibliographyPage |

**Prototype**

### definition

Specify the kind of objects to create using a prototypical instance, and create new objects by copying this prototype.

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **Prototype**  **(ColorPrototype)**
  + declares an interface for cloning itself
* **ConcretePrototype**  **(Color)**
  + implements an operation for cloning itself
* **Client**  **(ColorManager)**
  + creates a new object by asking a prototype to clone itself

### sample code in C#

This structural code demonstrates the Prototype pattern in which new objects are created by copying pre-existing objects (prototypes) of the same class.

|  |
| --- |
| // Prototype pattern -- Structural example |
| using System;  namespace DoFactory.GangOfFour.Prototype.Structural {      // MainApp test application     class MainApp   {          static void Main()     {       // Create two instances and clone each         ConcretePrototype1 p1 = new ConcretePrototype1("I");       ConcretePrototype1 c1 = (ConcretePrototype1)p1.Clone();       Console.WriteLine ("Cloned: {0}", c1.Id);        ConcretePrototype2 p2 = new ConcretePrototype2("II");       ConcretePrototype2 c2 = (ConcretePrototype2)p2.Clone();       Console.WriteLine ("Cloned: {0}", c2.Id);        // Wait for user        Console.Read();     }   }    // "Prototype"     abstract class Prototype   {     private string id;      // Constructor      public Prototype(string id)     {       this.id = id;     }      // Property      public string Id     {       get{ return id; }     }      public abstract Prototype Clone();   }    // "ConcretePrototype1"     class ConcretePrototype1 : Prototype   {     // Constructor      public ConcretePrototype1(string id) : base(id)      {     }      public override Prototype Clone()     {       // Shallow copy        return (Prototype)this.MemberwiseClone();     }   }    // "ConcretePrototype2"     class ConcretePrototype2 : Prototype   {     // Constructor      public ConcretePrototype2(string id) : base(id)      {     }      public override Prototype Clone()     {       // Shallow copy        return (Prototype)this.MemberwiseClone();     }   } } |
| Output  Cloned: I Cloned: II |

This real-world code demonstrates the Prototype pattern in which new Color objects are created by copying pre-existing, user-defined Colors of the same type.

|  |
| --- |
| // Prototype pattern -- Real World example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Prototype.RealWorld {      // MainApp test application     class MainApp   {     static void Main()     {       ColorManager colormanager = new ColorManager();        // Initialize with standard colors        colormanager["red" ] = new Color(255, 0, 0);       colormanager["green"] = new Color( 0, 255, 0);       colormanager["blue" ] = new Color( 0, 0, 255);        // User adds personalized colors        colormanager["angry"] = new Color(255, 54, 0);       colormanager["peace"] = new Color(128, 211, 128);       colormanager["flame"] = new Color(211, 34, 20);        Color color;        // User uses selected colors        string name = "red";       color = colormanager[name].Clone() as Color;        name = "peace";       color = colormanager[name].Clone() as Color;        name = "flame";       color = colormanager[name].Clone() as Color;        // Wait for user        Console.Read();     }   }    // "Prototype"     abstract class ColorPrototype   {     public abstract ColorPrototype Clone();   }    // "ConcretePrototype"     class Color : ColorPrototype   {     private int red;     private int green;     private int blue;      // Constructor      public Color(int red, int green, int blue)     {       this.red = red;       this.green = green;       this.blue = blue;     }      // Create a shallow copy      public override ColorPrototype Clone()     {       Console.WriteLine(         "Cloning color RGB: {0,3},{1,3},{2,3}",          red, green, blue);        return this.MemberwiseClone() as ColorPrototype;     }   }    // Prototype manager     class ColorManager   {     Hashtable colors = new Hashtable();      // Indexer      public ColorPrototype this[string name]     {       get       {          return colors[name] as ColorPrototype;        }       set       {          colors.Add(name, value);        }     }   } } |
| Output  Cloning color RGB: 255,  0,  0 Cloning color RGB: 128,211,128 Cloning color RGB: 211, 34, 20 |

**Singleton**

### definition

Ensure a class has only one instance and provide a global point of access to it.

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **Singleton**   **(LoadBalancer)**
  + defines an Instance operation that lets clients access its unique instance. Instance is a class operation.
  + responsible for creating and maintaining its own unique instance.

### sample code in C#

This structural code demonstrates the Singleton pattern which assures only a single instance (the singleton) of the class can be created.

|  |
| --- |
| // Singleton pattern -- Structural example |
| using System;  namespace DoFactory.GangOfFour.Singleton.Structural {      // MainApp test application     class MainApp   {          static void Main()     {       // Constructor is protected -- cannot use new        Singleton s1 = Singleton.Instance();       Singleton s2 = Singleton.Instance();        if (s1 == s2)       {         Console.WriteLine("Objects are the same instance");       }        // Wait for user        Console.Read();     }   }    // "Singleton"     class Singleton   {     private static Singleton instance;      // Note: Constructor is 'protected'      protected Singleton()      {     }      public static Singleton Instance()     {       // Use 'Lazy initialization'        if (instance == null)       {         instance = new Singleton();       }        return instance;     }   } } |
| Output  Objects are the same instance |

This real-world code demonstrates the Singleton pattern as a LoadBalancing object. Only a single instance (the singleton) of the class can be created because servers may dynamically come on- or off-line and every request must go throught the one object that has knowledge about the state of the (web) farm.

|  |
| --- |
| // Singleton pattern -- Real World example |
| using System; using System.Collections; using System.Threading;  namespace DoFactory.GangOfFour.Singleton.RealWorld {      // MainApp test application     class MainApp   {     static void Main()     {       LoadBalancer b1 = LoadBalancer.GetLoadBalancer();       LoadBalancer b2 = LoadBalancer.GetLoadBalancer();       LoadBalancer b3 = LoadBalancer.GetLoadBalancer();       LoadBalancer b4 = LoadBalancer.GetLoadBalancer();        // Same instance?        if (b1 == b2 && b2 == b3 && b3 == b4)       {         Console.WriteLine("Same instance\n");       }        // All are the same instance -- use b1 arbitrarily        // Load balance 15 server requests        for (int i = 0; i < 15; i++)       {         Console.WriteLine(b1.Server);       }        // Wait for user        Console.Read();         }   }    // "Singleton"     class LoadBalancer   {     private static LoadBalancer instance;     private ArrayList servers = new ArrayList();      private Random random = new Random();      // Lock synchronization object      private static object syncLock = new object();      // Constructor (protected)      protected LoadBalancer()      {       // List of available servers        servers.Add("ServerI");       servers.Add("ServerII");       servers.Add("ServerIII");       servers.Add("ServerIV");       servers.Add("ServerV");     }      public static LoadBalancer GetLoadBalancer()     {       // Support multithreaded applications through        // 'Double checked locking' pattern which (once        // the instance exists) avoids locking each        // time the method is invoked        if (instance == null)       {         lock (syncLock)         {           if (instance == null)           {             instance = new LoadBalancer();           }         }       }        return instance;     }      // Simple, but effective random load balancer       public string Server     {       get       {         int r = random.Next(servers.Count);         return servers[r].ToString();       }     }   } } |
| Output  Same instance  ServerIII ServerII ServerI ServerII ServerI ServerIII ServerI ServerIII ServerIV ServerII ServerII ServerIII ServerIV ServerII ServerIV |

|  |
| --- |
| **Structural Patterns** |

**Adapter**

### definition

Convert the interface of a class into another interface clients expect. Adapter lets classes work together that couldn't otherwise because of incompatible interfaces.

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **Target**   **(ChemicalCompound)**
  + defines the domain-specific interface that Client uses.
* **Adapter**   **(Compound)**
  + adapts the interface Adaptee to the Target interface.
* **Adaptee**   **(ChemicalDatabank)**
  + defines an existing interface that needs adapting.
* **Client**   **(AdapterApp)**
  + collaborates with objects conforming to the Target interface.

### sample code in C#

This structural code demonstrates the Adapter pattern which maps the interface of one class onto another so that they can work together. These incompatible classes may come from different libraries or frameworks.

|  |
| --- |
| // Adapter pattern -- Structural example |
| using System;  namespace DoFactory.GangOfFour.Adapter.Structural {    // Mainapp test application     class MainApp   {     static void Main()     {       // Create adapter and place a request        Target target = new Adapter();       target.Request();        // Wait for user        Console.Read();     }   }    // "Target"     class Target   {     public virtual void Request()     {       Console.WriteLine("Called Target Request()");     }   }    // "Adapter"     class Adapter : Target   {     private Adaptee adaptee = new Adaptee();      public override void Request()     {       // Possibly do some other work        // and then call SpecificRequest        adaptee.SpecificRequest();     }   }    // "Adaptee"     class Adaptee   {     public void SpecificRequest()     {       Console.WriteLine("Called SpecificRequest()");     }   } } |
| Output  Called SpecificRequest() |

This real-world code demonstrates the use of a legacy chemical databank. Chemical compound objects access the databank through an Adapter interface.

|  |
| --- |
| // Adapter pattern -- Real World example |
| using System;  namespace DoFactory.GangOfFour.Adapter.RealWorld {    // MainApp test application     class MainApp   {     static void Main()     {       // Non-adapted chemical compound        Compound stuff = new Compound("Unknown");       stuff.Display();              // Adapted chemical compounds        Compound water = new RichCompound("Water");       water.Display();        Compound benzene = new RichCompound("Benzene");       benzene.Display();        Compound alcohol = new RichCompound("Alcohol");       alcohol.Display();        // Wait for user        Console.Read();     }   }    // "Target"     class Compound   {     protected string name;     protected float boilingPoint;     protected float meltingPoint;     protected double molecularWeight;     protected string molecularFormula;      // Constructor      public Compound(string name)     {       this.name = name;     }      public virtual void Display()     {       Console.WriteLine("\nCompound: {0} ------ ", name);     }   }    // "Adapter"     class RichCompound : Compound   {     private ChemicalDatabank bank;      // Constructor      public RichCompound(string name) : base(name)     {     }      public override void Display()     {       // Adaptee        bank = new ChemicalDatabank();       boilingPoint = bank.GetCriticalPoint(name, "B");       meltingPoint = bank.GetCriticalPoint(name, "M");       molecularWeight = bank.GetMolecularWeight(name);       molecularFormula = bank.GetMolecularStructure(name);        base.Display();       Console.WriteLine(" Formula: {0}", molecularFormula);       Console.WriteLine(" Weight : {0}", molecularWeight);       Console.WriteLine(" Melting Pt: {0}", meltingPoint);       Console.WriteLine(" Boiling Pt: {0}", boilingPoint);     }   }    // "Adaptee"     class ChemicalDatabank   {     // The Databank 'legacy API'      public float GetCriticalPoint(string compound, string point)     {       float temperature = 0.0F;        // Melting Point        if (point == "M")       {         switch (compound.ToLower())         {           case "water" : temperature = 0.0F; break;           case "benzene" : temperature = 5.5F; break;           case "alcohol" : temperature = -114.1F; break;         }       }       // Boiling Point        else       {         switch (compound.ToLower())         {           case "water" : temperature = 100.0F; break;           case "benzene" : temperature = 80.1F; break;           case "alcohol" : temperature = 78.3F; break;         }       }       return temperature;     }      public string GetMolecularStructure(string compound)     {       string structure = "";        switch (compound.ToLower())       {         case "water" : structure = "H20"; break;         case "benzene" : structure = "C6H6"; break;         case "alcohol" : structure = "C2H6O2"; break;       }       return structure;     }      public double GetMolecularWeight(string compound)     {       double weight = 0.0;       switch (compound.ToLower())       {         case "water" : weight = 18.015; break;         case "benzene" : weight = 78.1134; break;         case "alcohol" : weight = 46.0688; break;       }       return weight;     }   } } |
| Output  Compound: Unknown ------  Compound: Water ------  Formula: H20  Weight : 18.015  Melting Pt: 0  Boiling Pt: 100  Compound: Benzene ------  Formula: C6H6  Weight : 78.1134  Melting Pt: 5.5  Boiling Pt: 80.1  Compound: Alcohol ------  Formula: C2H6O2  Weight : 46.0688  Melting Pt: -114.1  Boiling Pt: 78.3 |

**Bridge**

### definition

Decouple an abstraction from its implementation so that the two can vary independently.

### UML class diagram

![](data:image/png;base64,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)

### participants

    The classes and/or objects participating in this pattern are:

* **Abstraction**   **(BusinessObject)**
  + defines the abstraction's interface.
  + maintains a reference to an object of type Implementor.
* **RefinedAbstraction**   **(CustomersBusinessObject)**
  + extends the interface defined by Abstraction.
* **Implementor**   **(DataObject)**
  + defines the interface for implementation classes. This interface doesn't have to correspond exactly to Abstraction's interface; in fact the two interfaces can be quite different. Typically the Implementation interface provides only primitive operations, and Abstraction defines higher-level operations based on these primitives.
* **ConcreteImplementor**   **(CustomersDataObject)**
  + implements the Implementor interface and defines its concrete implementation.

### sample code in C#

This structural code demonstrates the Bridge pattern which separates (decouples) the interface from its implementation. The implementation can evolve without changing clients which use the abstraction of the object.

|  |
| --- |
| // Bridge pattern -- Structural example |
| using System;  namespace DoFactory.GangOfFour.Bridge.Structural {    // MainApp test application     class MainApp   {     static void Main()     {       Abstraction ab = new RefinedAbstraction();        // Set implementation and call        ab.Implementor = new ConcreteImplementorA();       ab.Operation();        // Change implemention and call        ab.Implementor = new ConcreteImplementorB();       ab.Operation();        // Wait for user        Console.Read();     }   }    // "Abstraction"     class Abstraction   {     protected Implementor implementor;      // Property      public Implementor Implementor     {       set{ implementor = value; }     }      public virtual void Operation()     {       implementor.Operation();     }   }    // "Implementor"     abstract class Implementor   {     public abstract void Operation();   }    // "RefinedAbstraction"     class RefinedAbstraction : Abstraction   {     public override void Operation()     {       implementor.Operation();     }   }    // "ConcreteImplementorA"     class ConcreteImplementorA : Implementor   {     public override void Operation()     {       Console.WriteLine("ConcreteImplementorA Operation");     }   }    // "ConcreteImplementorB"     class ConcreteImplementorB : Implementor   {     public override void Operation()     {       Console.WriteLine("ConcreteImplementorB Operation");     }   } } |
| Output  ConcreteImplementorA Operation ConcreteImplementorB Operation |

This real-world code demonstrates the Bridge pattern in which a BusinessObject abstraction is decoupled from the implementation in DataObject. The DataObject implementations can evolve dynamically without changing any clients.

|  |
| --- |
| // Bridge pattern -- Real World example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Bridge.RealWorld {    // MainApp test application       class MainApp   {     static void Main()     {       // Create RefinedAbstraction        Customers customers =          new Customers("Chicago");        // Set ConcreteImplementor        customers.Data = new CustomersData();        // Exercise the bridge        customers.Show();       customers.Next();       customers.Show();       customers.Next();       customers.Show();       customers.New("Henry Velasquez");        customers.ShowAll();        // Wait for user        Console.Read();     }   }    // "Abstraction"     class CustomersBase   {     private DataObject dataObject;     protected string group;      public CustomersBase(string group)     {       this.group = group;     }      // Property      public DataObject Data     {       set{ dataObject = value; }       get{ return dataObject; }     }      public virtual void Next()     {       dataObject.NextRecord();     }      public virtual void Prior()     {       dataObject.PriorRecord();     }      public virtual void New(string name)     {       dataObject.NewRecord(name);     }      public virtual void Delete(string name)     {       dataObject.DeleteRecord(name);     }      public virtual void Show()     {       dataObject.ShowRecord();     }      public virtual void ShowAll()     {       Console.WriteLine("Customer Group: " + group);       dataObject.ShowAllRecords();     }   }    // "RefinedAbstraction"     class Customers : CustomersBase   {     // Constructor      public Customers(string group) : base(group)     {       }      public override void ShowAll()     {       // Add separator lines        Console.WriteLine();       Console.WriteLine ("------------------------");       base.ShowAll();       Console.WriteLine ("------------------------");     }   }    // "Implementor"     abstract class DataObject   {     public abstract void NextRecord();     public abstract void PriorRecord();     public abstract void NewRecord(string name);     public abstract void DeleteRecord(string name);     public abstract void ShowRecord();     public abstract void ShowAllRecords();   }    // "ConcreteImplementor"     class CustomersData : DataObject   {     private ArrayList customers = new ArrayList();     private int current = 0;      public CustomersData()      {       // Loaded from a database        customers.Add("Jim Jones");       customers.Add("Samual Jackson");       customers.Add("Allen Good");       customers.Add("Ann Stills");       customers.Add("Lisa Giolani");     }      public override void NextRecord()     {       if (current <= customers.Count - 1)       {         current++;       }     }      public override void PriorRecord()     {       if (current > 0)       {         current--;       }     }      public override void NewRecord(string name)     {       customers.Add(name);     }      public override void DeleteRecord(string name)     {       customers.Remove(name);     }      public override void ShowRecord()     {       Console.WriteLine(customers[current]);     }      public override void ShowAllRecords()     {       foreach (string name in customers)       {         Console.WriteLine(" " + name);       }     }   } } |
| Output  Jim Jones Samual Jackson Allen Good  ------------------------ Customer Group: Chicago Jim Jones Samual Jackson Allen Good Ann Stills Lisa Giolani Henry Velasquez ------------------------ |

**Composite**

### definition

Compose objects into tree structures to represent part-whole hierarchies. Composite lets clients treat individual objects and compositions of objects uniformly.

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **Component**   **(DrawingElement)**
  + declares the interface for objects in the composition.
  + implements default behavior for the interface common to all classes, as appropriate.
  + declares an interface for accessing and managing its child components.
  + (optional) defines an interface for accessing a component's parent in the recursive structure, and implements it if that's appropriate.
* **Leaf**   **(PrimitiveElement)**
  + represents leaf objects in the composition. A leaf has no children.
  + defines behavior for primitive objects in the composition.
* **Composite**   **(CompositeElement)**
  + defines behavior for components having children.
  + stores child components.
  + implements child-related operations in the Component interface.
* **Client**  **(CompositeApp)**
  + manipulates objects in the composition through the Component interface.

### sample code in C#

This structural code demonstrates the Composite pattern which allows the creation of a tree structure in which individual nodes are accessed uniformly whether they are leaf nodes or branch (composite) nodes.

|  |
| --- |
| // Composite pattern -- Structural example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Composite.Structural {    // MainApp test application     class MainApp   {     static void Main()     {       // Create a tree structure        Composite root = new Composite("root");       root.Add(new Leaf("Leaf A"));       root.Add(new Leaf("Leaf B"));        Composite comp = new Composite("Composite X");       comp.Add(new Leaf("Leaf XA"));       comp.Add(new Leaf("Leaf XB"));        root.Add(comp);       root.Add(new Leaf("Leaf C"));        // Add and remove a leaf        Leaf leaf = new Leaf("Leaf D");       root.Add(leaf);       root.Remove(leaf);        // Recursively display tree        root.Display(1);        // Wait for user        Console.Read();     }   }    // "Component"     abstract class Component   {     protected string name;      // Constructor      public Component(string name)     {       this.name = name;     }      public abstract void Add(Component c);     public abstract void Remove(Component c);     public abstract void Display(int depth);   }    // "Composite"     class Composite : Component   {     private ArrayList children = new ArrayList();      // Constructor      public Composite(string name) : base(name)      {       }      public override void Add(Component component)     {       children.Add(component);     }      public override void Remove(Component component)     {       children.Remove(component);     }      public override void Display(int depth)     {       Console.WriteLine(new String('-', depth) + name);        // Recursively display child nodes        foreach (Component component in children)       {         component.Display(depth + 2);       }     }   }    // "Leaf"     class Leaf : Component   {     // Constructor      public Leaf(string name) : base(name)      {       }      public override void Add(Component c)     {       Console.WriteLine("Cannot add to a leaf");     }      public override void Remove(Component c)     {       Console.WriteLine("Cannot remove from a leaf");     }      public override void Display(int depth)     {       Console.WriteLine(new String('-', depth) + name);     }   } } |
| Output  -root ---Leaf A ---Leaf B ---Composite X -----Leaf XA -----Leaf XB ---Leaf C |

This real-world code demonstrates the Composite pattern used in building a graphical tree structure made up of primitive nodes (lines, circles, etc) and composite nodes (groups of drawing elements that make up more complex elements).

|  |
| --- |
| // Composite pattern -- Real World example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Composite.RealWorld {      // Mainapp test application     class MainApp   {     static void Main()     {       // Create a tree structure        CompositeElement root =          new CompositeElement("Picture");       root.Add(new PrimitiveElement("Red Line"));       root.Add(new PrimitiveElement("Blue Circle"));       root.Add(new PrimitiveElement("Green Box"));        CompositeElement comp =          new CompositeElement("Two Circles");       comp.Add(new PrimitiveElement("Black Circle"));       comp.Add(new PrimitiveElement("White Circle"));       root.Add(comp);        // Add and remove a PrimitiveElement        PrimitiveElement pe =          new PrimitiveElement("Yellow Line");       root.Add(pe);       root.Remove(pe);        // Recursively display nodes        root.Display(1);        // Wait for user        Console.Read();     }   }    // "Component" Treenode     abstract class DrawingElement   {     protected string name;      // Constructor      public DrawingElement(string name)     {       this.name = name;     }      public abstract void Add(DrawingElement d);     public abstract void Remove(DrawingElement d);     public abstract void Display(int indent);   }    // "Leaf"     class PrimitiveElement : DrawingElement   {     // Constructor      public PrimitiveElement(string name) : base(name)      {       }      public override void Add(DrawingElement c)     {       Console.WriteLine(         "Cannot add to a PrimitiveElement");     }      public override void Remove(DrawingElement c)     {       Console.WriteLine(         "Cannot remove from a PrimitiveElement");     }      public override void Display(int indent)     {       Console.WriteLine(         new String('-', indent) + " " + name);     }   }    // "Composite"     class CompositeElement : DrawingElement   {     private ArrayList elements = new ArrayList();        // Constructor      public CompositeElement(string name) : base(name)      {       }      public override void Add(DrawingElement d)     {       elements.Add(d);     }      public override void Remove(DrawingElement d)     {       elements.Remove(d);     }      public override void Display(int indent)     {       Console.WriteLine(new String('-', indent) +          "+ " + name);        // Display each child element on this node        foreach (DrawingElement c in elements)       {         c.Display(indent + 2);       }     }   } } |
| Output  -+ Picture --- Red Line --- Blue Circle --- Green Box ---+ Two Circles ----- Black Circle ----- White Circle |

**Decorator**

### definition

Attach additional responsibilities to an object dynamically. Decorators provide a flexible alternative to subclassing for extending functionality.

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **Component**   **(LibraryItem)**
  + defines the interface for objects that can have responsibilities added to them dynamically.
* **ConcreteComponent**   **(Book, Video)**
  + defines an object to which additional responsibilities can be attached.
* **Decorator**   **(Decorator)**
  + maintains a reference to a Component object and defines an interface that conforms to Component's interface.
* **ConcreteDecorator**   **(Borrowable)**
  + adds responsibilities to the component.

### sample code in C#

This structural code demonstrates the Decorator pattern which dynamically adds extra functionality to an existing object.

|  |
| --- |
| // Decorator pattern -- Structural example |
| using System;  namespace DoFactory.GangOfFour.Decorator.Structural {    // MainApp test application     class MainApp   {     static void Main()     {       // Create ConcreteComponent and two Decorators        ConcreteComponent c = new ConcreteComponent();       ConcreteDecoratorA d1 = new ConcreteDecoratorA();       ConcreteDecoratorB d2 = new ConcreteDecoratorB();        // Link decorators        d1.SetComponent(c);       d2.SetComponent(d1);        d2.Operation();        // Wait for user        Console.Read();     }   }    // "Component"     abstract class Component   {     public abstract void Operation();   }    // "ConcreteComponent"     class ConcreteComponent : Component   {     public override void Operation()     {       Console.WriteLine("ConcreteComponent.Operation()");     }   }    // "Decorator"     abstract class Decorator : Component   {     protected Component component;      public void SetComponent(Component component)     {       this.component = component;     }      public override void Operation()     {       if (component != null)       {         component.Operation();       }     }   }    // "ConcreteDecoratorA"     class ConcreteDecoratorA : Decorator   {     private string addedState;      public override void Operation()     {       base.Operation();       addedState = "New State";       Console.WriteLine("ConcreteDecoratorA.Operation()");     }   }    // "ConcreteDecoratorB"     class ConcreteDecoratorB : Decorator   {     public override void Operation()     {       base.Operation();       AddedBehavior();       Console.WriteLine("ConcreteDecoratorB.Operation()");     }      void AddedBehavior()     {     }   } } |
| Output  ConcreteComponent.Operation() ConcreteDecoratorA.Operation() ConcreteDecoratorB.Operation() |

This real-world code demonstrates the Decorator pattern in which 'borrowable' functionality is added to existing library items (books and videos).

|  |
| --- |
| // Decorator pattern -- Real World example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Decorator.RealWorld {    // MainApp test application     class MainApp   {     static void Main()     {       // Create book        Book book = new Book ("Worley", "Inside ASP.NET", 10);       book.Display();        // Create video        Video video = new Video ("Spielberg", "Jaws", 23, 92);       video.Display();        // Make video borrowable, then borrow and display        Console.WriteLine("\nMaking video borrowable:");        Borrowable borrowvideo = new Borrowable(video);       borrowvideo.BorrowItem("Customer #1");       borrowvideo.BorrowItem("Customer #2");        borrowvideo.Display();        // Wait for user        Console.Read();     }   }    // "Component"     abstract class LibraryItem   {     private int numCopies;      // Property      public int NumCopies     {       get{ return numCopies; }       set{ numCopies = value; }     }      public abstract void Display();   }    // "ConcreteComponent"     class Book : LibraryItem   {     private string author;     private string title;      // Constructor      public Book(string author,string title,int numCopies)     {       this.author = author;       this.title = title;       this.NumCopies = numCopies;     }      public override void Display()     {       Console.WriteLine("\nBook ------ ");       Console.WriteLine(" Author: {0}", author);       Console.WriteLine(" Title: {0}", title);       Console.WriteLine(" # Copies: {0}", NumCopies);     }   }    // "ConcreteComponent"     class Video : LibraryItem   {     private string director;     private string title;     private int playTime;      // Constructor      public Video(string director, string title,        int numCopies, int playTime)     {       this.director = director;       this.title = title;       this.NumCopies = numCopies;       this.playTime = playTime;     }      public override void Display()     {       Console.WriteLine("\nVideo ----- ");       Console.WriteLine(" Director: {0}", director);       Console.WriteLine(" Title: {0}", title);       Console.WriteLine(" # Copies: {0}", NumCopies);       Console.WriteLine(" Playtime: {0}\n", playTime);     }   }    // "Decorator"     abstract class Decorator : LibraryItem   {     protected LibraryItem libraryItem;      // Constructor      public Decorator(LibraryItem libraryItem)     {       this.libraryItem = libraryItem;     }      public override void Display()     {       libraryItem.Display();     }   }    // "ConcreteDecorator"     class Borrowable : Decorator   {     protected ArrayList borrowers = new ArrayList();      // Constructor      public Borrowable(LibraryItem libraryItem)        : base(libraryItem)      {     }      public void BorrowItem(string name)     {       borrowers.Add(name);       libraryItem.NumCopies--;     }      public void ReturnItem(string name)     {       borrowers.Remove(name);       libraryItem.NumCopies++;     }      public override void Display()     {       base.Display();              foreach (string borrower in borrowers)       {         Console.WriteLine(" borrower: " + borrower);       }     }   } } |
| Output  Book ------ Author: Worley Title: Inside ASP.NET # Copies: 10  Video ----- Director: Spielberg Title: Jaws # Copies: 23 Playtime: 92   Making video borrowable:  Video ----- Director: Spielberg Title: Jaws # Copies: 21 Playtime: 92  borrower: Customer #1 borrower: Customer #2 |

**Façade**

### definition

Provide a unified interface to a set of interfaces in a subsystem. Façade defines a higher-level interface that makes the subsystem easier to use.

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **Facade**   **(MortgageApplication)**
  + knows which subsystem classes are responsible for a request.
  + delegates client requests to appropriate subsystem objects.
* **Subsystem classes**   **(Bank, Credit, Loan)**
  + implement subsystem functionality.
  + handle work assigned by the Facade object.
  + have no knowledge of the facade and keep no reference to it.

### sample code in C#

This structural code demonstrates the Facade pattern which provides a simplified and uniform interface to a large subsystem of classes.

|  |
| --- |
| // Facade pattern -- Structural example |
| using System;  namespace DoFactory.GangOfFour.Facade.Structural {    // Mainapp test application     class MainApp   {     public static void Main()     {       Facade facade = new Facade();        facade.MethodA();       facade.MethodB();        // Wait for user        Console.Read();     }   }    // "Subsystem ClassA"     class SubSystemOne   {     public void MethodOne()     {       Console.WriteLine(" SubSystemOne Method");     }   }    // Subsystem ClassB"     class SubSystemTwo   {     public void MethodTwo()     {       Console.WriteLine(" SubSystemTwo Method");     }   }    // Subsystem ClassC"     class SubSystemThree   {     public void MethodThree()     {       Console.WriteLine(" SubSystemThree Method");     }   }    // Subsystem ClassD"     class SubSystemFour   {     public void MethodFour()     {       Console.WriteLine(" SubSystemFour Method");     }   }    // "Facade"     class Facade   {     SubSystemOne one;     SubSystemTwo two;     SubSystemThree three;     SubSystemFour four;      public Facade()     {       one = new SubSystemOne();       two = new SubSystemTwo();       three = new SubSystemThree();       four = new SubSystemFour();     }      public void MethodA()     {       Console.WriteLine("\nMethodA() ---- ");       one.MethodOne();       two.MethodTwo();       four.MethodFour();     }      public void MethodB()     {       Console.WriteLine("\nMethodB() ---- ");       two.MethodTwo();       three.MethodThree();     }   } } |
| Output  MethodA() ---- SubSystemOne Method SubSystemTwo Method SubSystemFour Method  MethodB() ---- SubSystemTwo Method SubSystemThree Method |

This real-world code demonstrates the Facade pattern as a MortgageApplication object which provides a simplified interface to a large subsystem of classes measuring the creditworthyness of an applicant.

|  |
| --- |
| // Facade pattern -- Real World example |
| using System;  namespace DoFactory.GangOfFour.Facade.RealWorld {   // MainApp test application     class MainApp   {     static void Main()     {       // Facade        Mortgage mortgage = new Mortgage();        // Evaluate mortgage eligibility for customer        Customer customer = new Customer("Ann McKinsey");       bool eligable = mortgage.IsEligible(customer,125000);              Console.WriteLine("\n" + customer.Name +            " has been " + (eligable ? "Approved" : "Rejected"));        // Wait for user        Console.Read();     }   }    // "Subsystem ClassA"     class Bank   {     public bool HasSufficientSavings(Customer c, int amount)     {       Console.WriteLine("Check bank for " + c.Name);       return true;     }   }    // "Subsystem ClassB"     class Credit   {     public bool HasGoodCredit(Customer c)     {       Console.WriteLine("Check credit for " + c.Name);       return true;     }   }    // "Subsystem ClassC"     class Loan   {     public bool HasNoBadLoans(Customer c)     {       Console.WriteLine("Check loans for " + c.Name);       return true;     }   }    class Customer   {     private string name;      // Constructor      public Customer(string name)     {       this.name = name;     }      // Property      public string Name     {       get{ return name; }     }   }    // "Facade"     class Mortgage   {     private Bank bank = new Bank();     private Loan loan = new Loan();     private Credit credit = new Credit();      public bool IsEligible(Customer cust, int amount)     {       Console.WriteLine("{0} applies for {1:C} loan\n",         cust.Name, amount);        bool eligible = true;        // Check creditworthyness of applicant        if (!bank.HasSufficientSavings(cust, amount))        {         eligible = false;       }       else if (!loan.HasNoBadLoans(cust))        {         eligible = false;       }       else if (!credit.HasGoodCredit(cust))        {         eligible = false;       }        return eligible;     }   } } |
| Output  Ann McKinsey applies for $125,000.00 loan  Check bank for Ann McKinsey Check loans for Ann McKinsey Check credit for Ann McKinsey  Ann McKinsey has been Approved |

**Flyweight**

### definition

Use sharing to support large numbers of fine-grained objects efficiently.

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **Flyweight**   **(Character)**
  + declares an interface through which flyweights can receive and act on extrinsic state.
* **ConcreteFlyweight**   **(CharacterA, CharacterB, ..., CharacterZ)**
  + implements the Flyweight interface and adds storage for intrinsic state, if any. A ConcreteFlyweight object must be sharable. Any state it stores must be intrinsic, that is, it must be independent of the ConcreteFlyweight object's context.
* **UnsharedConcreteFlyweight**   **( not used )**
  + not all Flyweight subclasses need to be shared. The Flyweight interface enables sharing, but it doesn't enforce it. It is common for UnsharedConcreteFlyweight objects to have ConcreteFlyweight objects as children at some level in the flyweight object structure (as the Row and Column classes have).
* **FlyweightFactory**   **(CharacterFactory)**
  + creates and manages flyweight objects
  + ensures that flyweight are shared properly. When a client requests a flyweight, the FlyweightFactory objects supplies an existing instance or creates one, if none exists.
* **Client**   **(FlyweightApp)**
  + maintains a reference to flyweight(s).
  + computes or stores the extrinsic state of flyweight(s).

### sample code in C#

This structural code demonstrates the Flyweight pattern in which a relatively small number of objects is shared many times by different clients.

|  |
| --- |
| // Flyweight pattern -- Structural example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Flyweight.Structural {   // MainApp test application     class MainApp   {     static void Main()     {       // Arbitrary extrinsic state        int extrinsicstate = 22;            FlyweightFactory f = new FlyweightFactory();        // Work with different flyweight instances        Flyweight fx = f.GetFlyweight("X");       fx.Operation(--extrinsicstate);        Flyweight fy = f.GetFlyweight("Y");       fy.Operation(--extrinsicstate);        Flyweight fz = f.GetFlyweight("Z");       fz.Operation(--extrinsicstate);        UnsharedConcreteFlyweight uf = new          UnsharedConcreteFlyweight();        uf.Operation(--extrinsicstate);        // Wait for user        Console.Read();     }   }    // "FlyweightFactory"     class FlyweightFactory    {     private Hashtable flyweights = new Hashtable();      // Constructor      public FlyweightFactory()     {       flyweights.Add("X", new ConcreteFlyweight());           flyweights.Add("Y", new ConcreteFlyweight());       flyweights.Add("Z", new ConcreteFlyweight());     }      public Flyweight GetFlyweight(string key)     {       return((Flyweight)flyweights[key]);      }   }    // "Flyweight"     abstract class Flyweight    {     public abstract void Operation(int extrinsicstate);   }    // "ConcreteFlyweight"     class ConcreteFlyweight : Flyweight   {     public override void Operation(int extrinsicstate)     {       Console.WriteLine("ConcreteFlyweight: " + extrinsicstate);     }   }    // "UnsharedConcreteFlyweight"     class UnsharedConcreteFlyweight : Flyweight   {     public override void Operation(int extrinsicstate)     {       Console.WriteLine("UnsharedConcreteFlyweight: " +          extrinsicstate);     }   } } |
| Output  ConcreteFlyweight: 21 ConcreteFlyweight: 20 ConcreteFlyweight: 19 UnsharedConcreteFlyweight: 18 |

This real-world code demonstrates the Flyweight pattern in which a relatively small number of Character objects is shared many times by a document that has potentially many characters.

|  |
| --- |
| // Flyweight pattern -- Real World example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Flyweight.RealWorld {    // MainApp test application     class MainApp   {     static void Main()     {       // Build a document with text        string document = "AAZZBBZB";       char[] chars = document.ToCharArray();        CharacterFactory f = new CharacterFactory();        // extrinsic state        int pointSize = 10;        // For each character use a flyweight object        foreach (char c in chars)       {         pointSize++;         Character character = f.GetCharacter(c);         character.Display(pointSize);       }        // Wait for user        Console.Read();     }   }    // "FlyweightFactory"     class CharacterFactory   {     private Hashtable characters = new Hashtable();      public Character GetCharacter(char key)     {       // Uses "lazy initialization"        Character character = characters[key] as Character;       if (character == null)       {         switch (key)         {           case 'A': character = new CharacterA(); break;           case 'B': character = new CharacterB(); break;             //...            case 'Z': character = new CharacterZ(); break;         }         characters.Add(key, character);       }       return character;     }   }    // "Flyweight"     abstract class Character   {     protected char symbol;     protected int width;     protected int height;     protected int ascent;     protected int descent;     protected int pointSize;      public abstract void Display(int pointSize);   }    // "ConcreteFlyweight"     class CharacterA : Character   {     // Constructor      public CharacterA()     {       this.symbol = 'A';       this.height = 100;       this.width = 120;       this.ascent = 70;       this.descent = 0;     }      public override void Display(int pointSize)     {       this.pointSize = pointSize;       Console.WriteLine(this.symbol +          " (pointsize " + this.pointSize + ")");     }   }    // "ConcreteFlyweight"     class CharacterB : Character   {     // Constructor      public CharacterB()     {       this.symbol = 'B';       this.height = 100;       this.width = 140;       this.ascent = 72;       this.descent = 0;     }      public override void Display(int pointSize)     {       this.pointSize = pointSize;       Console.WriteLine(this.symbol +          " (pointsize " + this.pointSize + ")");     }    }    // ... C, D, E, etc.     // "ConcreteFlyweight"     class CharacterZ : Character   {     // Constructor      public CharacterZ()     {       this.symbol = 'Z';       this.height = 100;       this.width = 100;       this.ascent = 68;       this.descent = 0;     }      public override void Display(int pointSize)     {       this.pointSize = pointSize;       Console.WriteLine(this.symbol +          " (pointsize " + this.pointSize + ")");     }   } } |
| Output  A (pointsize 11) A (pointsize 12) Z (pointsize 13) Z (pointsize 14) B (pointsize 15) B (pointsize 16) Z (pointsize 17) B (pointsize 18) |

**Proxy**

### definition

Provide a surrogate or placeholder for another object to control access to it.

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **Proxy**   **(MathProxy)**
  + maintains a reference that lets the proxy access the real subject. Proxy may refer to a Subject if the RealSubject and Subject interfaces are the same.
  + provides an interface identical to Subject's so that a proxy can be substituted for for the real subject.
  + controls access to the real subject and may be responsible for creating and deleting it.
  + other responsibilites depend on the kind of proxy:
    - remote proxies are responsible for encoding a request and its arguments and for sending the encoded request to the real subject in a different address space.
    - virtual proxies may cache additional information about the real subject so that they can postpone accessing it. For example, the ImageProxy from the Motivation caches the real images's extent.
    - protection proxies check that the caller has the access permissions required to perform a request.
* **Subject**   **(IMath)**
  + defines the common interface for RealSubject and Proxy so that a Proxy can be used anywhere a RealSubject is expected.
* **RealSubject**   **(Math)**
  + defines the real object that the proxy represents.

### sample code in C#

This structural code demonstrates the Proxy pattern which provides a representative object (proxy) that controls access to another similar object.

|  |
| --- |
| // Proxy pattern -- Structural example |
| using System;  namespace DoFactory.GangOfFour.Proxy.Structural {      // MainApp test application     class MainApp   {     static void Main()     {       // Create proxy and request a service        Proxy proxy = new Proxy();       proxy.Request();        // Wait for user        Console.Read();     }   }    // "Subject"     abstract class Subject    {     public abstract void Request();       }    // "RealSubject"     class RealSubject : Subject   {     public override void Request()     {       Console.WriteLine("Called RealSubject.Request()");     }   }    // "Proxy"     class Proxy : Subject   {     RealSubject realSubject;      public override void Request()     {       // Use 'lazy initialization'        if (realSubject == null)       {         realSubject = new RealSubject();       }        realSubject.Request();     }     } } |
| Output  Called RealSubject.Request() |

This real-world code demonstrates the Proxy pattern for a Math object represented by a MathProxy object.

|  |
| --- |
| // Proxy pattern -- Real World example |
| using System;  namespace DoFactory.GangOfFour.Proxy.RealWorld {      // Mainapp test application     class MainApp   {     static void Main()     {       // Create math proxy        MathProxy p = new MathProxy();        // Do the math        Console.WriteLine("4 + 2 = " + p.Add(4, 2));       Console.WriteLine("4 - 2 = " + p.Sub(4, 2));       Console.WriteLine("4 \* 2 = " + p.Mul(4, 2));       Console.WriteLine("4 / 2 = " + p.Div(4, 2));        // Wait for user        Console.Read();     }   }    // "Subject"     public interface IMath   {     double Add(double x, double y);     double Sub(double x, double y);     double Mul(double x, double y);     double Div(double x, double y);   }    // "RealSubject"     class Math : IMath   {     public double Add(double x, double y){return x + y;}     public double Sub(double x, double y){return x - y;}     public double Mul(double x, double y){return x \* y;}     public double Div(double x, double y){return x / y;}   }    // "Proxy Object"     class MathProxy : IMath   {     Math math;      public MathProxy()     {       math = new Math();     }      public double Add(double x, double y)     {        return math.Add(x,y);      }     public double Sub(double x, double y)     {        return math.Sub(x,y);      }     public double Mul(double x, double y)     {        return math.Mul(x,y);      }     public double Div(double x, double y)     {        return math.Div(x,y);      }   } } |
| Output  4 + 2 = 6 4 - 2 = 2 4 \* 2 = 8 4 / 2 = 2 |

|  |
| --- |
| **Behavioral Patterns** |

**Chain of Responsibility**

### definition

Avoid coupling the sender of a request to its receiver by giving more than one object a chance to handle the request. Chain the receiving objects and pass the request along the chain until an object handles it.

### UML class diagram

![](data:image/png;base64,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)

### participants

    The classes and/or objects participating in this pattern are:

* **Handler**   **(Approver)**
  + defines an interface for handling the requests
  + (optional) implements the successor link
* **ConcreteHandler**   **(Director, VicePresident, President)**
  + handles requests it is responsible for
  + can access its successor
  + if the ConcreteHandler can handle the request, it does so; otherwise it forwards the request to its successor
* **Client**   **(ChainApp)**
  + initiates the request to a ConcreteHandler object on the chain

### sample code in C#

This structural code demonstrates the Chain of Responsibility pattern in which several linked objects (the Chain) are offered the opportunity to respond to a request or hand it off to the object next in line.

|  |
| --- |
| // Chain of Responsibility pattern -- Structural example |
| using System;  namespace DoFactory.GangOfFour.Chain.Structural {   // MainApp test application     class MainApp   {     static void Main()     {       // Setup Chain of Responsibility        Handler h1 = new ConcreteHandler1();       Handler h2 = new ConcreteHandler2();       Handler h3 = new ConcreteHandler3();       h1.SetSuccessor(h2);       h2.SetSuccessor(h3);        // Generate and process request        int[] requests = {2, 5, 14, 22, 18, 3, 27, 20};        foreach (int request in requests)       {         h1.HandleRequest(request);       }        // Wait for user        Console.Read();     }   }    // "Handler"     abstract class Handler    {     protected Handler successor;      public void SetSuccessor(Handler successor)     {       this.successor = successor;     }      public abstract void HandleRequest(int request);   }    // "ConcreteHandler1"     class ConcreteHandler1 : Handler   {     public override void HandleRequest(int request)     {       if (request >= 0 && request < 10)       {         Console.WriteLine("{0} handled request {1}",            this.GetType().Name, request);       }       else if (successor != null)       {         successor.HandleRequest(request);       }     }   }    // "ConcreteHandler2"     class ConcreteHandler2 : Handler   {     public override void HandleRequest(int request)     {       if (request >= 10 && request < 20)       {         Console.WriteLine("{0} handled request {1}",            this.GetType().Name, request);       }       else if (successor != null)       {         successor.HandleRequest(request);       }     }   }    // "ConcreteHandler3"     class ConcreteHandler3 : Handler   {     public override void HandleRequest(int request)     {       if (request >= 20 && request < 30)       {         Console.WriteLine("{0} handled request {1}",            this.GetType().Name, request);       }       else if (successor != null)       {         successor.HandleRequest(request);       }     }   } } |
| Output  ConcreteHandler1 handled request 2 ConcreteHandler1 handled request 5 ConcreteHandler2 handled request 14 ConcreteHandler3 handled request 22 ConcreteHandler2 handled request 18 ConcreteHandler1 handled request 3 ConcreteHandler3 handled request 27 ConcreteHandler3 handled request 20 |

This real-world code demonstrates the Chain of Responsibility pattern in which several linked managers and executives can respond to a purchase request or hand it off to a superior. Each position has can have its own set of rules which orders they can approve.

|  |
| --- |
| // Chain of Responsibility pattern -- Real World example |
| using System;  namespace DoFactory.GangOfFour.Chain.RealWorld {    // MainApp test application     class MainApp   {     static void Main()     {       // Setup Chain of Responsibility        Director Larry = new Director();       VicePresident Sam = new VicePresident();       President Tammy = new President();       Larry.SetSuccessor(Sam);       Sam.SetSuccessor(Tammy);        // Generate and process purchase requests        Purchase p = new Purchase(2034, 350.00, "Supplies");       Larry.ProcessRequest(p);        p = new Purchase(2035, 32590.10, "Project X");       Larry.ProcessRequest(p);        p = new Purchase(2036, 122100.00, "Project Y");       Larry.ProcessRequest(p);        // Wait for user        Console.Read();     }   }    // "Handler"     abstract class Approver   {     protected Approver successor;      public void SetSuccessor(Approver successor)     {       this.successor = successor;     }      public abstract void ProcessRequest(Purchase purchase);   }    // "ConcreteHandler"     class Director : Approver   {     public override void ProcessRequest(Purchase purchase)     {       if (purchase.Amount < 10000.0)       {         Console.WriteLine("{0} approved request# {1}",            this.GetType().Name, purchase.Number);       }       else if (successor != null)       {         successor.ProcessRequest(purchase);       }     }   }    // "ConcreteHandler"     class VicePresident : Approver   {     public override void ProcessRequest(Purchase purchase)     {       if (purchase.Amount < 25000.0)       {         Console.WriteLine("{0} approved request# {1}",            this.GetType().Name, purchase.Number);       }       else if (successor != null)       {         successor.ProcessRequest(purchase);       }     }   }    // "ConcreteHandler"     class President : Approver   {     public override void ProcessRequest(Purchase purchase)     {       if (purchase.Amount < 100000.0)       {         Console.WriteLine("{0} approved request# {1}",            this.GetType().Name, purchase.Number);       }       else       {         Console.WriteLine(           "Request# {0} requires an executive meeting!",            purchase.Number);       }     }   }    // Request details     class Purchase   {     private int number;     private double amount;     private string purpose;      // Constructor      public Purchase(int number, double amount, string purpose)     {       this.number = number;       this.amount = amount;       this.purpose = purpose;     }      // Properties      public double Amount     {       get{ return amount; }       set{ amount = value; }     }      public string Purpose     {       get{ return purpose; }       set{ purpose = value; }     }      public int Number     {       get{ return number; }       set{ number = value; }     }   } } |
| Output  Director Larry approved request# 2034 President Tammy approved request# 2035 Request# 2036 requires an executive meeting! |

**Command Design**

### definition

Encapsulate a request as an object, thereby letting you parameterize clients with different requests, queue or log requests, and support undoable operations.

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **Command**  **(Command)**
  + declares an interface for executing an operation
* **ConcreteCommand**  **(CalculatorCommand)**
  + defines a binding between a Receiver object and an action
  + implements Execute by invoking the corresponding operation(s) on Receiver
* **Client**  **(CommandApp)**
  + creates a ConcreteCommand object and sets its receiver
* **Invoker**  **(User)**
  + asks the command to carry out the request
* **Receiver**  **(Calculator)**
  + knows how to perform the operations associated with carrying out the request.

### sample code in C#

This structural code demonstrates the Command pattern which stores requests as objects allowing clients to execute or playback the requests.

|  |
| --- |
| // Command pattern -- Structural example |
| using System;  namespace DoFactory.GangOfFour.Command.Structural {      // MainApp test applicatio     class MainApp   {     static void Main()     {       // Create receiver, command, and invoker        Receiver receiver = new Receiver();       Command command = new ConcreteCommand(receiver);       Invoker invoker = new Invoker();        // Set and execute command        invoker.SetCommand(command);       invoker.ExecuteCommand();        // Wait for user        Console.Read();     }   }    // "Command"     abstract class Command    {     protected Receiver receiver;      // Constructor      public Command(Receiver receiver)     {       this.receiver = receiver;     }      public abstract void Execute();   }    // "ConcreteCommand"     class ConcreteCommand : Command   {     // Constructor      public ConcreteCommand(Receiver receiver) :        base(receiver)      {       }      public override void Execute()     {       receiver.Action();     }   }    // "Receiver"     class Receiver    {     public void Action()     {       Console.WriteLine("Called Receiver.Action()");     }   }    // "Invoker"     class Invoker    {     private Command command;      public void SetCommand(Command command)     {       this.command = command;     }      public void ExecuteCommand()     {       command.Execute();     }       } } |
| Output  Called Receiver.Action() |

This real-world code demonstrates the Command pattern used in a simple calculator with unlimited number of undo's and redo's. Note that in C#  the word 'operator' is a keyword. Prefixing it with '@' allows using it as an identifier.

|  |
| --- |
| // Command pattern -- Real World example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Command.RealWorld {    // MainApp test application     class MainApp   {     static void Main()     {       // Create user and let her compute        User user = new User();        user.Compute('+', 100);       user.Compute('-', 50);       user.Compute('\*', 10);       user.Compute('/', 2);        // Undo 4 commands        user.Undo(4);        // Redo 3 commands        user.Redo(3);        // Wait for user        Console.Read();     }   }    // "Command"     abstract class Command   {     public abstract void Execute();     public abstract void UnExecute();   }    // "ConcreteCommand"     class CalculatorCommand : Command   {     char @operator;     int operand;     Calculator calculator;      // Constructor      public CalculatorCommand(Calculator calculator,        char @operator, int operand)     {       this.calculator = calculator;       this.@operator = @operator;       this.operand = operand;     }      public char Operator     {       set{ @operator = value; }     }      public int Operand     {       set{ operand = value; }     }      public override void Execute()     {       calculator.Operation(@operator, operand);     }      public override void UnExecute()     {       calculator.Operation(Undo(@operator), operand);     }      // Private helper function      private char Undo(char @operator)     {       char undo;       switch(@operator)       {         case '+': undo = '-'; break;         case '-': undo = '+'; break;         case '\*': undo = '/'; break;         case '/': undo = '\*'; break;         default : undo = ' '; break;       }       return undo;     }   }    // "Receiver"     class Calculator   {     private int curr = 0;      public void Operation(char @operator, int operand)     {       switch(@operator)       {         case '+': curr += operand; break;         case '-': curr -= operand; break;         case '\*': curr \*= operand; break;         case '/': curr /= operand; break;       }       Console.WriteLine(         "Current value = {0,3} (following {1} {2})",          curr, @operator, operand);     }   }    // "Invoker"     class User   {     // Initializers      private Calculator calculator = new Calculator();     private ArrayList commands = new ArrayList();      private int current = 0;      public void Redo(int levels)     {       Console.WriteLine("\n---- Redo {0} levels ", levels);       // Perform redo operations        for (int i = 0; i < levels; i++)       {         if (current < commands.Count - 1)         {           Command command = commands[current++] as Command;           command.Execute();         }       }     }      public void Undo(int levels)     {       Console.WriteLine("\n---- Undo {0} levels ", levels);       // Perform undo operations        for (int i = 0; i < levels; i++)       {         if (current > 0)         {           Command command = commands[--current] as Command;           command.UnExecute();         }       }     }      public void Compute(char @operator, int operand)     {       // Create command operation and execute it        Command command = new CalculatorCommand(         calculator, @operator, operand);       command.Execute();        // Add command to undo list        commands.Add(command);       current++;     }   } } |
| Output  Current value = 100 (following + 100) Current value =  50 (following - 50) Current value = 500 (following \* 10) Current value = 250 (following / 2)  ---- Undo 4 levels Current value = 500 (following \* 2) Current value =  50 (following / 10) Current value = 100 (following + 50) Current value =   0 (following - 100)  ---- Redo 3 levels Current value = 100 (following + 100) Current value =  50 (following - 50) Current value = 500 (following \* 10) |

**Interpreter**

### definition

Given a language, define a representation for its grammar along with an interpreter that uses the representation to interpret sentences in the language

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **AbstractExpression**  **(Expression)**
  + declares an interface for executing an operation
* **TerminalExpression**  **( ThousandExpression, HundredExpression, TenExpression, OneExpression )**
  + implements an Interpret operation associated with terminal symbols in the grammar.
  + an instance is required for every terminal symbol in the sentence.
* **NonterminalExpression**  **( not used )**
  + one such class is required for every rule R ::= R1R2...Rn in the grammar
  + maintains instance variables of type AbstractExpression for each of the symbols R1 through Rn.
  + implements an Interpret operation for nonterminal symbols in the grammar. Interpret typically calls itself recursively on the variables representing R1 through Rn.
* **Context**  **(Context)**
  + contains information that is global to the interpreter
* **Client**  **(InterpreterApp)**
  + builds (or is given) an abstract syntax tree representing a particular sentence in the language that the grammar defines. The abstract syntax tree is assembled from instances of the NonterminalExpression and TerminalExpression classes
  + invokes the Interpret operation

### sample code in C#

This structural code demonstrates the Interpreter patterns, which using a defined grammer, provides the interpreter that processes parsed statements.

|  |
| --- |
| // Interpreter pattern -- Structural example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Interpreter.Structural {      // MainApp test application     class MainApp   {     static void Main()     {       Context context = new Context();        // Usually a tree        ArrayList list = new ArrayList();         // Populate 'abstract syntax tree'        list.Add(new TerminalExpression());       list.Add(new NonterminalExpression());       list.Add(new TerminalExpression());       list.Add(new TerminalExpression());        // Interpret        foreach (AbstractExpression exp in list)       {         exp.Interpret(context);       }        // Wait for user        Console.Read();     }   }    // "Context"     class Context    {   }    // "AbstractExpression"     abstract class AbstractExpression    {     public abstract void Interpret(Context context);   }    // "TerminalExpression"     class TerminalExpression : AbstractExpression   {     public override void Interpret(Context context)       {       Console.WriteLine("Called Terminal.Interpret()");     }   }    // "NonterminalExpression"     class NonterminalExpression : AbstractExpression   {     public override void Interpret(Context context)       {       Console.WriteLine("Called Nonterminal.Interpret()");     }     } } |
| Output  Called Terminal.Interpret() Called Nonterminal.Interpret() Called Terminal.Interpret() Called Terminal.Interpret() |

This real-world code demonstrates the Interpreter pattern which is used to convert a Roman numeral to a decimal.

|  |
| --- |
| // Interpreter pattern -- Real World example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Interpreter.RealWorld {    // MainApp test application     class MainApp   {     static void Main()     {       string roman = "MCMXXVIII";       Context context = new Context(roman);        // Build the 'parse tree'        ArrayList tree = new ArrayList();       tree.Add(new ThousandExpression());       tree.Add(new HundredExpression());       tree.Add(new TenExpression());       tree.Add(new OneExpression());        // Interpret        foreach (Expression exp in tree)       {         exp.Interpret(context);       }        Console.WriteLine("{0} = {1}",          roman, context.Output);        // Wait for user        Console.Read();     }   }    // "Context"     class Context   {     private string input;     private int output;      // Constructor      public Context(string input)     {       this.input = input;     }      // Properties      public string Input     {       get{ return input; }       set{ input = value; }     }      public int Output     {       get{ return output; }       set{ output = value; }     }   }    // "AbstractExpression"     abstract class Expression   {     public void Interpret(Context context)     {       if (context.Input.Length == 0)          return;        if (context.Input.StartsWith(Nine()))       {         context.Output += (9 \* Multiplier());         context.Input = context.Input.Substring(2);       }       else if (context.Input.StartsWith(Four()))       {         context.Output += (4 \* Multiplier());         context.Input = context.Input.Substring(2);       }       else if (context.Input.StartsWith(Five()))       {         context.Output += (5 \* Multiplier());         context.Input = context.Input.Substring(1);       }        while (context.Input.StartsWith(One()))       {         context.Output += (1 \* Multiplier());         context.Input = context.Input.Substring(1);       }     }      public abstract string One();     public abstract string Four();     public abstract string Five();     public abstract string Nine();     public abstract int Multiplier();   }    // Thousand checks for the Roman Numeral M    // "TerminalExpression"     class ThousandExpression : Expression   {     public override string One() { return "M"; }     public override string Four(){ return " "; }     public override string Five(){ return " "; }     public override string Nine(){ return " "; }     public override int Multiplier() { return 1000; }   }    // Hundred checks C, CD, D or CM    // "TerminalExpression"     class HundredExpression : Expression   {     public override string One() { return "C"; }     public override string Four(){ return "CD"; }     public override string Five(){ return "D"; }     public override string Nine(){ return "CM"; }     public override int Multiplier() { return 100; }   }    // Ten checks for X, XL, L and XC    // "TerminalExpression"     class TenExpression : Expression   {     public override string One() { return "X"; }     public override string Four(){ return "XL"; }     public override string Five(){ return "L"; }     public override string Nine(){ return "XC"; }     public override int Multiplier() { return 10; }   }    // One checks for I, II, III, IV, V, VI, VI, VII, VIII, IX    // "TerminalExpression"     class OneExpression : Expression   {     public override string One() { return "I"; }     public override string Four(){ return "IV"; }     public override string Five(){ return "V"; }     public override string Nine(){ return "IX"; }     public override int Multiplier() { return 1; }   } } |
| Output  MCMXXVIII = 1928 |

**Iterator**

### definition

Provide a way to access the elements of an aggregate object sequentially without exposing its underlying representation.

### UML class diagram

![](data:image/png;base64,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)

### participants

    The classes and/or objects participating in this pattern are:

* **Iterator**  **(AbstractIterator)**
  + defines an interface for accessing and traversing elements.
* **ConcreteIterator**  **(Iterator)**
  + implements the Iterator interface.
  + keeps track of the current position in the traversal of the aggregate.
* **Aggregate**  **(AbstractCollection)**
  + defines an interface for creating an Iterator object
* **ConcreteAggregate**  **(Collection)**
  + implements the Iterator creation interface to return an instance of the proper ConcreteIterator

### sample code in C#

This structural code demonstrates the Iterator pattern which provides for a way to traverse (iterate) over a collection of items without detailing the underlying structure of the collection.

|  |
| --- |
| // Iterator pattern -- Structural example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Iterator.Structural {    // MainApp test application     class MainApp   {     static void Main()     {       ConcreteAggregate a = new ConcreteAggregate();       a[0] = "Item A";       a[1] = "Item B";       a[2] = "Item C";       a[3] = "Item D";        // Create Iterator and provide aggregate        ConcreteIterator i = new ConcreteIterator(a);        Console.WriteLine("Iterating over collection:");              object item = i.First();       while (item != null)       {         Console.WriteLine(item);         item = i.Next();       }         // Wait for user        Console.Read();     }   }    // "Aggregate"     abstract class Aggregate   {     public abstract Iterator CreateIterator();   }    // "ConcreteAggregate"     class ConcreteAggregate : Aggregate   {     private ArrayList items = new ArrayList();      public override Iterator CreateIterator()     {       return new ConcreteIterator(this);     }      // Property      public int Count     {       get{ return items.Count; }     }      // Indexer      public object this[int index]     {       get{ return items[index]; }       set{ items.Insert(index, value); }     }   }    // "Iterator"     abstract class Iterator   {     public abstract object First();     public abstract object Next();     public abstract bool IsDone();     public abstract object CurrentItem();   }    // "ConcreteIterator"     class ConcreteIterator : Iterator   {     private ConcreteAggregate aggregate;     private int current = 0;      // Constructor      public ConcreteIterator(ConcreteAggregate aggregate)     {       this.aggregate = aggregate;     }      public override object First()     {       return aggregate[0];     }      public override object Next()     {       object ret = null;       if (current < aggregate.Count - 1)       {         ret = aggregate[++current];       }              return ret;     }      public override object CurrentItem()     {       return aggregate[current];     }      public override bool IsDone()     {       return current >= aggregate.Count ? true : false ;     }   } } |
| Output  Iterating over collection: Item A Item B Item C Item D |

This real-world code demonstrates the Iterator pattern which is used to iterate over a collection of items and skip a specific number of items each iteration.

|  |
| --- |
| // Iterator pattern -- Real World example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Iterator.RealWorld {    // MainApp test application     class MainApp   {     static void Main()     {       // Build a collection        Collection collection = new Collection();       collection[0] = new Item("Item 0");       collection[1] = new Item("Item 1");       collection[2] = new Item("Item 2");       collection[3] = new Item("Item 3");       collection[4] = new Item("Item 4");       collection[5] = new Item("Item 5");       collection[6] = new Item("Item 6");       collection[7] = new Item("Item 7");       collection[8] = new Item("Item 8");        // Create iterator        Iterator iterator = new Iterator(collection);        // Skip every other item        iterator.Step = 2;        Console.WriteLine("Iterating over collection:");        for(Item item = iterator.First();          !iterator.IsDone; item = iterator.Next())       {         Console.WriteLine(item.Name);       }        // Wait for user        Console.Read();     }   }    class Item   {     string name;      // Constructor      public Item(string name)     {       this.name = name;     }      // Property      public string Name     {       get{ return name; }     }   }    // "Aggregate"     interface IAbstractCollection   {     Iterator CreateIterator();   }    // "ConcreteAggregate"     class Collection : IAbstractCollection   {     private ArrayList items = new ArrayList();      public Iterator CreateIterator()     {       return new Iterator(this);     }      // Property      public int Count     {       get{ return items.Count; }     }          // Indexer      public object this[int index]     {       get{ return items[index]; }       set{ items.Add(value); }     }   }    // "Iterator"     interface IAbstractIterator   {     Item First();     Item Next();     bool IsDone{ get; }     Item CurrentItem{ get; }   }    // "ConcreteIterator"     class Iterator : IAbstractIterator   {     private Collection collection;     private int current = 0;     private int step = 1;      // Constructor      public Iterator(Collection collection)     {       this.collection = collection;     }      public Item First()     {       current = 0;       return collection[current] as Item;     }      public Item Next()     {       current += step;       if (!IsDone)         return collection[current] as Item;       else         return null;     }      // Properties      public int Step     {       get{ return step; }       set{ step = value; }     }      public Item CurrentItem     {       get       {         return collection[current] as Item;       }     }      public bool IsDone     {       get       {         return current >= collection.Count ? true : false;       }     }   } } |
| Output  Iterating over collection: Item 0 Item 2 Item 4 Item 6 Item 8 |

**Mediator**

### definition

Define an object that encapsulates how a set of objects interact. Mediator promotes loose coupling by keeping objects from referring to each other explicitly, and it lets you vary their interaction independently.

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **Mediator**  **(IChatroom)**
  + defines an interface for communicating with Colleague objects
* **ConcreteMediator**  **(Chatroom)**
  + implements cooperative behavior by coordinating Colleague objects
  + knows and maintains its colleagues
* **Colleague classes**  **(Participant)**
  + each Colleague class knows its Mediator object
  + each colleague communicates with its mediator whenever it would have otherwise communicated with another colleague

### sample code in C#

This structural code demonstrates the Mediator pattern facilitating loosely coupled communication between different objects and object types. The mediator is a central hub through which all interaction must take place.

|  |
| --- |
| // Mediator pattern -- Structural example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Mediator.Structural {    // Mainapp test application     class MainApp   {     static void Main()     {       ConcreteMediator m = new ConcreteMediator();        ConcreteColleague1 c1 = new ConcreteColleague1(m);       ConcreteColleague2 c2 = new ConcreteColleague2(m);        m.Colleague1 = c1;       m.Colleague2 = c2;        c1.Send("How are you?");       c2.Send("Fine, thanks");        // Wait for user        Console.Read();     }   }    // "Mediator"     abstract class Mediator   {     public abstract void Send(string message,        Colleague colleague);   }    // "ConcreteMediator"     class ConcreteMediator : Mediator   {     private ConcreteColleague1 colleague1;     private ConcreteColleague2 colleague2;      public ConcreteColleague1 Colleague1     {       set{ colleague1 = value; }     }      public ConcreteColleague2 Colleague2     {       set{ colleague2 = value; }     }      public override void Send(string message,        Colleague colleague)     {       if (colleague == colleague1)       {         colleague2.Notify(message);       }       else       {         colleague1.Notify(message);       }     }   }    // "Colleague"     abstract class Colleague   {     protected Mediator mediator;      // Constructor      public Colleague(Mediator mediator)     {       this.mediator = mediator;     }   }    // "ConcreteColleague1"     class ConcreteColleague1 : Colleague   {     // Constructor      public ConcreteColleague1(Mediator mediator)        : base(mediator)      {      }      public void Send(string message)     {       mediator.Send(message, this);     }      public void Notify(string message)     {       Console.WriteLine("Colleague1 gets message: "          + message);     }   }    // "ConcreteColleague2"     class ConcreteColleague2 : Colleague   {     // Constructor      public ConcreteColleague2(Mediator mediator)        : base(mediator)      {      }      public void Send(string message)     {       mediator.Send(message, this);     }      public void Notify(string message)     {       Console.WriteLine("Colleague2 gets message: "          + message);     }   } } |
| Output  Colleague2 gets message: How are you? Colleague1 gets message: Fine, thanks |

This real-world code demonstrates the Mediator pattern facilitating loosely coupled communication between different Participants registering with a Chatroom. The Chatroom is the central hub through which all communication takes place. At this point only one-to-one communication is implemented in the Chatroom, but would be trivial to change to one-to-many.

|  |
| --- |
| // Mediator pattern -- Real World example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Mediator.RealWorld {      // MainApp test application     class MainApp   {     static void Main()     {       // Create chatroom        Chatroom chatroom = new Chatroom();        // Create participants and register them        Participant George = new Beatle("George");       Participant Paul = new Beatle("Paul");       Participant Ringo = new Beatle("Ringo");       Participant John = new Beatle("John") ;       Participant Yoko = new NonBeatle("Yoko");        chatroom.Register(George);       chatroom.Register(Paul);       chatroom.Register(Ringo);       chatroom.Register(John);       chatroom.Register(Yoko);        // Chatting participants        Yoko.Send ("John", "Hi John!");       Paul.Send ("Ringo", "All you need is love");       Ringo.Send("George", "My sweet Lord");       Paul.Send ("John", "Can't buy me love");       John.Send ("Yoko", "My sweet love") ;        // Wait for user        Console.Read();     }   }    // "Mediator"     abstract class AbstractChatroom   {     public abstract void Register(Participant participant);     public abstract void Send(       string from, string to, string message);   }    // "ConcreteMediator"     class Chatroom : AbstractChatroom   {     private Hashtable participants = new Hashtable();      public override void Register(Participant participant)     {       if (participants[participant.Name] == null)       {         participants[participant.Name] = participant;       }        participant.Chatroom = this;     }      public override void Send(       string from, string to, string message)     {       Participant pto = (Participant)participants[to];       if (pto != null)       {         pto.Receive(from, message);       }     }   }    // "AbstractColleague"     class Participant   {     private Chatroom chatroom;     private string name;      // Constructor      public Participant(string name)     {       this.name = name;     }      // Properties      public string Name     {       get{ return name; }     }      public Chatroom Chatroom     {       set{ chatroom = value; }       get{ return chatroom; }     }      public void Send(string to, string message)     {       chatroom.Send(name, to, message);     }      public virtual void Receive(       string from, string message)     {       Console.WriteLine("{0} to {1}: '{2}'",         from, Name, message);     }   }    //" ConcreteColleague1"     class Beatle : Participant   {     // Constructor      public Beatle(string name) : base(name)      {      }      public override void Receive(string from, string message)     {       Console.Write("To a Beatle: ");       base.Receive(from, message);     }   }    //" ConcreteColleague2"     class NonBeatle : Participant   {     // Constructor      public NonBeatle(string name) : base(name)      {      }      public override void Receive(string from, string message)     {       Console.Write("To a non-Beatle: ");       base.Receive(from, message);     }   } } |
| Output  To a Beatle: Yoko to John: 'Hi John!' To a Beatle: Paul to Ringo: 'All you need is love' To a Beatle: Ringo to George: 'My sweet Lord' To a Beatle: Paul to John: 'Can't buy me love' To a non-Beatle: John to Yoko: 'My sweet love' |

**Memento**

### definition

Without violating encapsulation, capture and externalize an object's internal state so that the object can be restored to this state later.

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **Memento**  **(Memento)**
  + stores internal state of the Originator object. The memento may store as much or as little of the originator's internal state as necessary at its originator's discretion.
  + protect against access by objects of other than the originator. Mementos have effectively two interfaces. Caretaker sees a narrow interface to the Memento -- it can only pass the memento to the other objects. Originator, in contrast, sees a wide interface, one that lets it access all the data necessary to restore itself to its previous state. Ideally, only the originator that produces the memento would be permitted to access the memento's internal state.
* **Originator**  **(SalesProspect)**
  + creates a memento containing a snapshot of its current internal state.
  + uses the memento to restore its internal state
* **Caretaker**  **(Caretaker)**
  + is responsible for the memento's safekeeping
  + never operates on or examines the contents of a memento.

### sample code in C#

This structural code demonstrates the Memento pattern which temporary saves and restores another object's internal state.

|  |
| --- |
| // Memento pattern -- Structural example |
| using System;  namespace DoFactory.GangOfFour.Memento.Structural {    // MainApp test application     class MainApp   {     static void Main()     {       Originator o = new Originator();       o.State = "On";        // Store internal state        Caretaker c = new Caretaker();       c.Memento = o.CreateMemento();        // Continue changing originator        o.State = "Off";        // Restore saved state        o.SetMemento(c.Memento);        // Wait for user        Console.Read();     }   }    // "Originator"     class Originator   {     private string state;      // Property      public string State     {       get{ return state; }       set       {          state = value;          Console.WriteLine("State = " + state);       }     }      public Memento CreateMemento()     {       return (new Memento(state));     }      public void SetMemento(Memento memento)     {       Console.WriteLine("Restoring state:");       State = memento.State;     }   }    // "Memento"     class Memento   {     private string state;      // Constructor      public Memento(string state)     {       this.state = state;     }      // Property      public string State     {       get{ return state; }     }   }    // "Caretaker"     class Caretaker   {     private Memento memento;      // Property      public Memento Memento     {       set{ memento = value; }       get{ return memento; }     }   } } |
| Output  State = On State = Off Restoring state: State = On |

This real-world code demonstrates the Memento pattern which temporarily saves and then restores the SalesProspect's internal state.

|  |
| --- |
| // Memento pattern -- Real World example |
| using System;  namespace DoFactory.GangOfFour.Memento.RealWorld {    // MainApp test application     class MainApp   {     static void Main()     {       SalesProspect s = new SalesProspect();       s.Name = "Noel van Halen";       s.Phone = "(412) 256-0990";       s.Budget = 25000.0;        // Store internal state        ProspectMemory m = new ProspectMemory();       m.Memento = s.SaveMemento();        // Continue changing originator        s.Name = "Leo Welch";       s.Phone = "(310) 209-7111";       s.Budget = 1000000.0;        // Restore saved state        s.RestoreMemento(m.Memento);        // Wait for user        Console.Read();     }   }    // "Originator"     class SalesProspect   {     private string name;     private string phone;     private double budget;      // Properties      public string Name     {       get{ return name; }       set       {          name = value;          Console.WriteLine("Name: " + name);       }     }      public string Phone     {       get{ return phone; }       set       {          phone = value;          Console.WriteLine("Phone: " + phone);       }     }      public double Budget     {       get{ return budget; }       set       {          budget = value;          Console.WriteLine("Budget: " + budget);       }     }      public Memento SaveMemento()     {       Console.WriteLine("\nSaving state --\n");       return new Memento(name, phone, budget);     }      public void RestoreMemento(Memento memento)     {       Console.WriteLine("\nRestoring state --\n");       this.Name = memento.Name;       this.Phone = memento.Phone;       this.Budget = memento.Budget;     }   }    // "Memento"     class Memento   {     private string name;     private string phone;     private double budget;      // Constructor      public Memento(string name, string phone, double budget)     {       this.name = name;       this.phone = phone;       this.budget = budget;     }      // Properties      public string Name     {       get{ return name; }       set{ name = value; }     }      public string Phone     {       get{ return phone; }       set{ phone = value; }     }      public double Budget     {       get{ return budget; }       set{ budget = value; }     }   }    // "Caretaker"     class ProspectMemory   {     private Memento memento;      // Property      public Memento Memento     {       set{ memento = value; }       get{ return memento; }     }   } } |
| Output  Name:   Noel van Halen Phone:  (412) 256-0990 Budget: 25000  Saving state --  Name:   Leo Welch Phone:  (310) 209-7111 Budget: 1000000  Restoring state --  Name:   Noel van Halen Phone:  (412) 256-0990 Budget: 25000 |

**Observer**

### definition

Define a one-to-many dependency between objects so that when one object changes state, all its dependents are notified and updated automatically.

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **Subject**  **(Stock)**
  + knows its observers. Any number of Observer objects may observe a subject
  + provides an interface for attaching and detaching Observer objects.
* **ConcreteSubject**  **(IBM)**
  + stores state of interest to ConcreteObserver
  + sends a notification to its observers when its state changes
* **Observer**  **(IInvestor)**
  + defines an updating interface for objects that should be notified of changes in a subject.
* **ConcreteObserver**  **(Investor)**
  + maintains a reference to a ConcreteSubject object
  + stores state that should stay consistent with the subject's
  + implements the Observer updating interface to keep its state consistent with the subject's

### sample code in C#

This structural code demonstrates the Observer pattern in which registered objects are notified of and updated with a state change.

|  |
| --- |
| // Observer pattern -- Structural example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Observer.Structural {    // MainApp test application     class MainApp   {     static void Main()     {       // Configure Observer pattern        ConcreteSubject s = new ConcreteSubject();        s.Attach(new ConcreteObserver(s,"X"));       s.Attach(new ConcreteObserver(s,"Y"));       s.Attach(new ConcreteObserver(s,"Z"));        // Change subject and notify observers        s.SubjectState = "ABC";       s.Notify();        // Wait for user        Console.Read();     }   }    // "Subject"     abstract class Subject   {     private ArrayList observers = new ArrayList();      public void Attach(Observer observer)     {       observers.Add(observer);     }      public void Detach(Observer observer)     {       observers.Remove(observer);     }      public void Notify()     {       foreach (Observer o in observers)       {         o.Update();       }     }   }    // "ConcreteSubject"     class ConcreteSubject : Subject   {     private string subjectState;      // Property      public string SubjectState     {       get{ return subjectState; }       set{ subjectState = value; }     }   }    // "Observer"     abstract class Observer   {     public abstract void Update();   }    // "ConcreteObserver"     class ConcreteObserver : Observer   {     private string name;     private string observerState;     private ConcreteSubject subject;      // Constructor      public ConcreteObserver(       ConcreteSubject subject, string name)     {       this.subject = subject;       this.name = name;     }      public override void Update()     {       observerState = subject.SubjectState;       Console.WriteLine("Observer {0}'s new state is {1}",         name, observerState);     }      // Property      public ConcreteSubject Subject     {       get { return subject; }       set { subject = value; }     }   } } |
| Output  Observer X's new state is ABC Observer Y's new state is ABC Observer Z's new state is ABC |

This real-world code demonstrates the Observer pattern in which registered investors are notified every time a stock changes value.

|  |
| --- |
| // Observer pattern -- Real World example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Observer.RealWorld {      // MainApp test application     class MainApp   {     static void Main()     {       // Create investors        Investor s = new Investor("Sorros");       Investor b = new Investor("Berkshire");        // Create IBM stock and attach investors        IBM ibm = new IBM("IBM", 120.00);       ibm.Attach(s);       ibm.Attach(b);        // Change price, which notifies investors        ibm.Price = 120.10;       ibm.Price = 121.00;       ibm.Price = 120.50;       ibm.Price = 120.75;        // Wait for user        Console.Read();     }   }    // "Subject"     abstract class Stock   {     protected string symbol;     protected double price;     private ArrayList investors = new ArrayList();      // Constructor      public Stock(string symbol, double price)     {       this.symbol = symbol;       this.price = price;     }      public void Attach(Investor investor)     {       investors.Add(investor);     }      public void Detach(Investor investor)     {       investors.Remove(investor);     }      public void Notify()     {       foreach (Investor investor in investors)       {         investor.Update(this);       }       Console.WriteLine("");     }      // Properties      public double Price     {       get{ return price; }       set       {         price = value;         Notify();        }     }      public string Symbol     {       get{ return symbol; }       set{ symbol = value; }     }   }    // "ConcreteSubject"     class IBM : Stock   {     // Constructor      public IBM(string symbol, double price)       : base(symbol, price)     {     }   }    // "Observer"     interface IInvestor   {     void Update(Stock stock);   }    // "ConcreteObserver"     class Investor : IInvestor   {     private string name;     private Stock stock;      // Constructor      public Investor(string name)     {       this.name = name;     }      public void Update(Stock stock)     {       Console.WriteLine("Notified {0} of {1}'s " +         "change to {2:C}", name, stock.Symbol, stock.Price);     }      // Property      public Stock Stock     {       get{ return stock; }       set{ stock = value; }     }   } } |
| Output  Notified Sorros of IBM's change to $120.10 Notified Berkshire of IBM's change to $120.10  Notified Sorros of IBM's change to $121.00 Notified Berkshire of IBM's change to $121.00  Notified Sorros of IBM's change to $120.50 Notified Berkshire of IBM's change to $120.50  Notified Sorros of IBM's change to $120.75 Notified Berkshire of IBM's change to $120.75 |

**State**

### definition

Allow an object to alter its behavior when its internal state changes. The object will appear to change its class.

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **Context**  **(Account)**
  + defines the interface of interest to clients
  + maintains an instance of a ConcreteState subclass that defines the current state.
* **State**  **(State)**
  + defines an interface for encapsulating the behavior associated with a particular state of the Context.
* **Concrete State**  **(RedState, SilverState, GoldState)**
  + each subclass implements a behavior associated with a state of Context

### sample code in C#

This structural code demonstrates the State pattern which allows an object to behave differently depending on its internal state. The difference in behavior is delegated to objects that represent this state.

|  |
| --- |
| // State pattern -- Structural example |
| using System;  namespace DoFactory.GangOfFour.State.Structural {      // MainApp test application     class MainApp   {     static void Main()     {       // Setup context in a state        Context c = new Context(new ConcreteStateA());        // Issue requests, which toggles state        c.Request();       c.Request();       c.Request();       c.Request();        // Wait for user        Console.Read();     }   }    // "State"     abstract class State   {     public abstract void Handle(Context context);   }    // "ConcreteStateA"     class ConcreteStateA : State   {     public override void Handle(Context context)     {       context.State = new ConcreteStateB();     }   }    // "ConcreteStateB"     class ConcreteStateB : State   {     public override void Handle(Context context)     {       context.State = new ConcreteStateA();     }   }    // "Context"     class Context   {     private State state;      // Constructor      public Context(State state)     {       this.State = state;     }      // Property      public State State     {       get{ return state; }       set       {          state = value;          Console.WriteLine("State: " +            state.GetType().Name);       }     }      public void Request()     {       state.Handle(this);     }   } } |
| Output  State: ConcreteStateA State: ConcreteStateB State: ConcreteStateA State: ConcreteStateB State: ConcreteStateA |

This real-world code demonstrates the State pattern which allows an Account to behave differently depending on its balance. The difference in behavior is delegated to State objects called RedState, SilverState and GoldState. These states represent overdrawn accounts, starter accounts, and accounts in good standing.

|  |
| --- |
| // State pattern -- Real World example |
| using System;  namespace DoFactory.GangOfFour.State.RealWorld {      // MainApp test application     class MainApp   {     static void Main()     {       // Open a new account        Account account = new Account("Jim Johnson");        // Apply financial transactions        account.Deposit(500.0);       account.Deposit(300.0);       account.Deposit(550.0);       account.PayInterest();       account.Withdraw(2000.00);       account.Withdraw(1100.00);        // Wait for user        Console.Read();     }   }    // "State"     abstract class State   {     protected Account account;     protected double balance;      protected double interest;     protected double lowerLimit;     protected double upperLimit;      // Properties      public Account Account     {       get{ return account; }       set{ account = value; }     }      public double Balance     {       get{ return balance; }       set{ balance = value; }     }      public abstract void Deposit(double amount);     public abstract void Withdraw(double amount);     public abstract void PayInterest();   }    // "ConcreteState"     // Account is overdrawn     class RedState : State   {     double serviceFee;      // Constructor      public RedState(State state)     {       this.balance = state.Balance;       this.account = state.Account;       Initialize();     }      private void Initialize()     {       // Should come from a datasource        interest = 0.0;       lowerLimit = -100.0;       upperLimit = 0.0;       serviceFee = 15.00;     }      public override void Deposit(double amount)     {       balance += amount;       StateChangeCheck();     }      public override void Withdraw(double amount)     {       amount = amount - serviceFee;       Console.WriteLine("No funds available for withdrawal!");     }      public override void PayInterest()     {       // No interest is paid      }      private void StateChangeCheck()     {       if (balance > upperLimit)       {         account.State = new SilverState(this);       }     }   }    // "ConcreteState"     // Silver is non-interest bearing state     class SilverState : State   {     // Overloaded constructors       public SilverState(State state) :        this( state.Balance, state.Account)     {       }      public SilverState(double balance, Account account)     {       this.balance = balance;       this.account = account;       Initialize();     }      private void Initialize()     {       // Should come from a datasource        interest = 0.0;       lowerLimit = 0.0;       upperLimit = 1000.0;     }      public override void Deposit(double amount)     {       balance += amount;       StateChangeCheck();     }      public override void Withdraw(double amount)     {       balance -= amount;       StateChangeCheck();     }      public override void PayInterest()     {       balance += interest \* balance;       StateChangeCheck();     }      private void StateChangeCheck()     {       if (balance < lowerLimit)       {         account.State = new RedState(this);       }       else if (balance > upperLimit)       {         account.State = new GoldState(this);       }     }   }    // "ConcreteState"     // Interest bearing state     class GoldState : State   {     // Overloaded constructors      public GoldState(State state)        : this(state.Balance,state.Account)     {       }      public GoldState(double balance, Account account)     {       this.balance = balance;       this.account = account;       Initialize();     }      private void Initialize()     {       // Should come from a database        interest = 0.05;       lowerLimit = 1000.0;       upperLimit = 10000000.0;     }      public override void Deposit(double amount)     {       balance += amount;       StateChangeCheck();     }      public override void Withdraw(double amount)     {       balance -= amount;       StateChangeCheck();     }      public override void PayInterest()     {       balance += interest \* balance;       StateChangeCheck();     }      private void StateChangeCheck()     {       if (balance < 0.0)       {         account.State = new RedState(this);       }       else if (balance < lowerLimit)       {         account.State = new SilverState(this);       }     }   }    // "Context"     class Account   {     private State state;     private string owner;      // Constructor      public Account(string owner)     {       // New accounts are 'Silver' by default        this.owner = owner;       state = new SilverState(0.0, this);     }      // Properties      public double Balance     {       get{ return state.Balance; }     }      public State State     {       get{ return state; }       set{ state = value; }     }      public void Deposit(double amount)     {       state.Deposit(amount);       Console.WriteLine("Deposited {0:C} --- ", amount);       Console.WriteLine(" Balance = {0:C}", this.Balance);       Console.WriteLine(" Status = {0}\n" ,          this.State.GetType().Name);       Console.WriteLine("");     }      public void Withdraw(double amount)     {       state.Withdraw(amount);       Console.WriteLine("Withdrew {0:C} --- ", amount);       Console.WriteLine(" Balance = {0:C}", this.Balance);       Console.WriteLine(" Status = {0}\n" ,          this.State.GetType().Name);     }      public void PayInterest()     {       state.PayInterest();       Console.WriteLine("Interest Paid --- ");       Console.WriteLine(" Balance = {0:C}", this.Balance);       Console.WriteLine(" Status = {0}\n" ,          this.State.GetType().Name);     }   } } |
| Output  Deposited $500.00 ---  Balance = $500.00  Status = SilverState   Deposited $300.00 ---  Balance = $800.00  Status = SilverState   Deposited $550.00 ---  Balance = $1,350.00  Status = GoldState   Interest Paid ---  Balance = $1,417.50  Status = GoldState  Withdrew $2,000.00 ---  Balance = ($582.50)  Status = RedState  No funds available for withdrawal! Withdrew $1,100.00 ---  Balance = ($582.50)  Status = RedState |

**Strategy**

### definition

Define a family of algorithms, encapsulate each one, and make them interchangeable. Strategy lets the algorithm vary independently from clients that use it.

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **Strategy**  **(SortStrategy)**
  + declares an interface common to all supported algorithms. Context uses this interface to call the algorithm defined by a ConcreteStrategy
* **ConcreteStrategy**  **(QuickSort, ShellSort, MergeSort)**
  + implements the algorithm using the Strategy interface
* **Context**  **(SortedList)**
  + is configured with a ConcreteStrategy object
  + maintains a reference to a Strategy object
  + may define an interface that lets Strategy access its data.

### sample code in C#

This structural code demonstrates the Strategy pattern which encapsulates functionality in the form of an object. This allows clients to dynamically change algorithmic strategies.

|  |
| --- |
| // Strategy pattern -- Structural example |
| using System;  namespace DoFactory.GangOfFour.Strategy.Structural {      // MainApp test application     class MainApp   {     static void Main()     {       Context context;        // Three contexts following different strategies        context = new Context(new ConcreteStrategyA());       context.ContextInterface();        context = new Context(new ConcreteStrategyB());       context.ContextInterface();        context = new Context(new ConcreteStrategyC());       context.ContextInterface();        // Wait for user        Console.Read();     }   }    // "Strategy"     abstract class Strategy   {     public abstract void AlgorithmInterface();   }    // "ConcreteStrategyA"     class ConcreteStrategyA : Strategy   {     public override void AlgorithmInterface()     {       Console.WriteLine(         "Called ConcreteStrategyA.AlgorithmInterface()");     }   }    // "ConcreteStrategyB"     class ConcreteStrategyB : Strategy   {     public override void AlgorithmInterface()     {       Console.WriteLine(         "Called ConcreteStrategyB.AlgorithmInterface()");     }   }    // "ConcreteStrategyC"     class ConcreteStrategyC : Strategy   {     public override void AlgorithmInterface()     {       Console.WriteLine(         "Called ConcreteStrategyC.AlgorithmInterface()");     }   }    // "Context"     class Context   {     Strategy strategy;      // Constructor      public Context(Strategy strategy)     {       this.strategy = strategy;     }      public void ContextInterface()     {       strategy.AlgorithmInterface();     }   } } |
| Output  Called ConcreteStrategyA.AlgorithmInterface() Called ConcreteStrategyB.AlgorithmInterface() Called ConcreteStrategyC.AlgorithmInterface() |

This real-world code demonstrates the Strategy pattern which encapsulates sorting algorithms in the form of sorting objects. This allows clients to dynamically change sorting strategies including Quicksort, Shellsort, and Mergesort.

|  |
| --- |
| // Strategy pattern -- Real World example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Strategy.RealWorld {      // MainApp test application     class MainApp   {     static void Main()     {       // Two contexts following different strategies        SortedList studentRecords = new SortedList();        studentRecords.Add("Samual");       studentRecords.Add("Jimmy");       studentRecords.Add("Sandra");       studentRecords.Add("Vivek");       studentRecords.Add("Anna");        studentRecords.SetSortStrategy(new QuickSort());       studentRecords.Sort();        studentRecords.SetSortStrategy(new ShellSort());       studentRecords.Sort();        studentRecords.SetSortStrategy(new MergeSort());       studentRecords.Sort();        // Wait for user        Console.Read();     }   }    // "Strategy"     abstract class SortStrategy   {     public abstract void Sort(ArrayList list);   }    // "ConcreteStrategy"     class QuickSort : SortStrategy   {     public override void Sort(ArrayList list)     {       list.Sort(); // Default is Quicksort        Console.WriteLine("QuickSorted list ");     }   }    // "ConcreteStrategy"     class ShellSort : SortStrategy   {     public override void Sort(ArrayList list)     {        //list.ShellSort(); not-implemented        Console.WriteLine("ShellSorted list ");     }   }    // "ConcreteStrategy"     class MergeSort : SortStrategy   {     public override void Sort(ArrayList list)     {       //list.MergeSort(); not-implemented        Console.WriteLine("MergeSorted list ");     }   }    // "Context"     class SortedList   {     private ArrayList list = new ArrayList();     private SortStrategy sortstrategy;      public void SetSortStrategy(SortStrategy sortstrategy)     {       this.sortstrategy = sortstrategy;     }      public void Add(string name)     {       list.Add(name);     }      public void Sort()     {       sortstrategy.Sort(list);        // Display results        foreach (string name in list)       {         Console.WriteLine(" " + name);       }       Console.WriteLine();     }   } } |
| Output  QuickSorted list  Anna  Jimmy  Samual  Sandra  Vivek  ShellSorted list  Anna  Jimmy  Samual  Sandra  Vivek  MergeSorted list  Anna  Jimmy  Samual  Sandra  Vivek |

**Template**

### definition

Define the skeleton of an algorithm in an operation, deferring some steps to subclasses. Template Method lets subclasses redefine certain steps of an algorithm without changing the algorithm's structure.

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **AbstractClass**  **(DataObject)**
  + defines abstract *primitive operations* that concrete subclasses define to implement steps of an algorithm
  + implements a template method defining the skeleton of an algorithm. The template method calls primitive operations as well as operations defined in AbstractClass or those of other objects.
* **ConcreteClass**  **(CustomerDataObject)**
  + implements the primitive operations ot carry out subclass-specific steps of the algorithm

### sample code in C#

This structural code demonstrates the Template method which provides a skeleton calling sequence of methods. One or more steps can be deferred to subclasses which implement these steps without changing the overall calling sequence.

|  |
| --- |
| // Template pattern -- Structural example |
| using System;  namespace DoFactory.GangOfFour.Template.Structural {      // MainApp test application     class MainApp   {     static void Main()     {       AbstractClass c;              c = new ConcreteClassA();       c.TemplateMethod();        c = new ConcreteClassB();       c.TemplateMethod();        // Wait for user        Console.Read();     }   }    // "AbstractClass"     abstract class AbstractClass   {     public abstract void PrimitiveOperation1();     public abstract void PrimitiveOperation2();      // The "Template method"      public void TemplateMethod()     {       PrimitiveOperation1();       PrimitiveOperation2();       Console.WriteLine("");     }   }    // "ConcreteClass"     class ConcreteClassA : AbstractClass   {     public override void PrimitiveOperation1()     {       Console.WriteLine("ConcreteClassA.PrimitiveOperation1()");     }     public override void PrimitiveOperation2()     {       Console.WriteLine("ConcreteClassA.PrimitiveOperation2()");     }   }    class ConcreteClassB : AbstractClass   {     public override void PrimitiveOperation1()     {       Console.WriteLine("ConcreteClassB.PrimitiveOperation1()");     }     public override void PrimitiveOperation2()     {       Console.WriteLine("ConcreteClassB.PrimitiveOperation2()");     }   } } |
| Output  ConcreteClassA.PrimitiveOperation1() ConcreteClassA.PrimitiveOperation2() |

This real-world code demonstrates a Template method named Run() which provides a skeleton calling sequence of methods. Implementation of these steps are deferred to the CustomerDataObject subclass which implements the Connect, Select, Process, and Disconnect methods.

|  |
| --- |
| // Template pattern -- Real World example |
| using System; using System.Data; using System.Data.OleDb;  namespace DoFactory.GangOfFour.Template.RealWorld {      // MainApp test application     class MainApp   {     static void Main()     {       DataAccessObject dao;              dao = new Categories();       dao.Run();        dao = new Products();       dao.Run();        // Wait for user        Console.Read();     }   }    // "AbstractClass"     abstract class DataAccessObject   {     protected string connectionString;      protected DataSet dataSet;      public virtual void Connect()     {       // Make sure mdb is on c:\        connectionString =          "provider=Microsoft.JET.OLEDB.4.0; " +         "data source=c:\\nwind.mdb";     }      public abstract void Select();     public abstract void Process();      public virtual void Disconnect()     {       connectionString = "";     }      // The "Template Method"       public void Run()     {       Connect();       Select();       Process();       Disconnect();     }   }    // "ConcreteClass"     class Categories : DataAccessObject   {     public override void Select()     {       string sql = "select CategoryName from Categories";       OleDbDataAdapter dataAdapter = new OleDbDataAdapter(         sql, connectionString);        dataSet = new DataSet();       dataAdapter.Fill(dataSet, "Categories");     }      public override void Process()     {       Console.WriteLine("Categories ---- ");              DataTable dataTable = dataSet.Tables["Categories"];       foreach (DataRow row in dataTable.Rows)       {         Console.WriteLine(row["CategoryName"]);       }       Console.WriteLine();     }   }    class Products : DataAccessObject   {     public override void Select()     {       string sql = "select ProductName from Products";       OleDbDataAdapter dataAdapter = new OleDbDataAdapter(         sql, connectionString);        dataSet = new DataSet();       dataAdapter.Fill(dataSet, "Products");     }      public override void Process()     {       Console.WriteLine("Products ---- ");       DataTable dataTable = dataSet.Tables["Products"];       foreach (DataRow row in dataTable.Rows)       {         Console.WriteLine(row["ProductName"]);       }       Console.WriteLine();     }   } } |
| Output  Categories ---- Beverages Condiments Confections Dairy Products Grains/Cereals Meat/Poultry Produce Seafood  Products ---- Chai Chang Aniseed Syrup Chef Anton's Cajun Seasoning Chef Anton's Gumbo Mix Grandma's Boysenberry Spread Uncle Bob's Organic Dried Pears Northwoods Cranberry Sauce Mishi Kobe Niku |

**Visitor**

### definition

Represent an operation to be performed on the elements of an object structure. Visitor lets you define a new operation without changing the classes of the elements on which it operates.

### UML class diagram
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### participants

    The classes and/or objects participating in this pattern are:

* **Visitor**  **(Visitor)**
  + declares a Visit operation for each class of ConcreteElement in the object structure. The operation's name and signature identifies the class that sends the Visit request to the visitor. That lets the visitor determine the concrete class of the element being visited. Then the visitor can access the elements directly through its particular interface
* **ConcreteVisitor**  **(IncomeVisitor, VacationVisitor)**
  + implements each operation declared by Visitor. Each operation implements a fragment of the algorithm defined for the corresponding class or object in the structure. ConcreteVisitor provides the context for the algorithm and stores its local state. This state often accumulates results during the traversal of the structure.
* **Element**  **(Element)**
  + defines an Accept operation that takes a visitor as an argument.
* **ConcreteElement**  **(Employee)**
  + implements an Accept operation that takes a visitor as an argument
* **ObjectStructure**  **(Employees)**
  + can enumerate its elements
  + may provide a high-level interface to allow the visitor to visit its elements
  + may either be a Composite (pattern) or a collection such as a list or a set

### sample code in C#

This structural code demonstrates the Visitor pattern in which an object traverses an object structure and performs the same operation on each node in this structure. Different visitor objects define different operations.

|  |
| --- |
| // Visitor pattern -- Structural example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Visitor.Structural {      // MainApp test application     class MainApp   {     static void Main()     {       // Setup structure        ObjectStructure o = new ObjectStructure();       o.Attach(new ConcreteElementA());       o.Attach(new ConcreteElementB());        // Create visitor objects        ConcreteVisitor1 v1 = new ConcreteVisitor1();       ConcreteVisitor2 v2 = new ConcreteVisitor2();        // Structure accepting visitors        o.Accept(v1);       o.Accept(v2);        // Wait for user        Console.Read();     }   }    // "Visitor"     abstract class Visitor   {     public abstract void VisitConcreteElementA(       ConcreteElementA concreteElementA);     public abstract void VisitConcreteElementB(       ConcreteElementB concreteElementB);   }    // "ConcreteVisitor1"     class ConcreteVisitor1 : Visitor   {     public override void VisitConcreteElementA(       ConcreteElementA concreteElementA)     {       Console.WriteLine("{0} visited by {1}",         concreteElementA.GetType().Name, this.GetType().Name);     }      public override void VisitConcreteElementB(       ConcreteElementB concreteElementB)     {       Console.WriteLine("{0} visited by {1}",         concreteElementB.GetType().Name, this.GetType().Name);     }   }    // "ConcreteVisitor2"     class ConcreteVisitor2 : Visitor   {     public override void VisitConcreteElementA(       ConcreteElementA concreteElementA)     {       Console.WriteLine("{0} visited by {1}",         concreteElementA.GetType().Name, this.GetType().Name);     }      public override void VisitConcreteElementB(       ConcreteElementB concreteElementB)     {       Console.WriteLine("{0} visited by {1}",         concreteElementB.GetType().Name, this.GetType().Name);     }   }    // "Element"     abstract class Element   {     public abstract void Accept(Visitor visitor);   }    // "ConcreteElementA"     class ConcreteElementA : Element   {     public override void Accept(Visitor visitor)     {       visitor.VisitConcreteElementA(this);     }      public void OperationA()     {     }   }    // "ConcreteElementB"     class ConcreteElementB : Element   {     public override void Accept(Visitor visitor)     {       visitor.VisitConcreteElementB(this);     }      public void OperationB()     {     }   }    // "ObjectStructure"     class ObjectStructure   {     private ArrayList elements = new ArrayList();      public void Attach(Element element)     {       elements.Add(element);     }      public void Detach(Element element)     {       elements.Remove(element);     }      public void Accept(Visitor visitor)     {       foreach (Element e in elements)       {         e.Accept(visitor);       }     }   } } |
| Output  ConcreteElementA visited by ConcreteVisitor1 ConcreteElementB visited by ConcreteVisitor1 ConcreteElementA visited by ConcreteVisitor2 ConcreteElementB visited by ConcreteVisitor2 |

This real-world code demonstrates the Visitor pattern in which two objects traverse a list of Employees and performs the same operation on each Employee. The two visitor objects define different operations -- one adjusts vacation days and the other income.

|  |
| --- |
| // Visitor pattern -- Real World example |
| using System; using System.Collections;  namespace DoFactory.GangOfFour.Visitor.RealWorld {      // MainApp startup application     class MainApp   {     static void Main()     {       // Setup employee collection        Employees e = new Employees();       e.Attach(new Clerk());       e.Attach(new Director());       e.Attach(new President());        // Employees are 'visited'        e.Accept(new IncomeVisitor());       e.Accept(new VacationVisitor());        // Wait for user        Console.Read();     }   }    // "Visitor"     interface IVisitor   {     void Visit(Element element);   }    // "ConcreteVisitor1"     class IncomeVisitor : IVisitor   {     public void Visit(Element element)     {       Employee employee = element as Employee;        // Provide 10% pay raise        employee.Income \*= 1.10;       Console.WriteLine("{0} {1}'s new income: {2:C}",          employee.GetType().Name, employee.Name,          employee.Income);     }   }    // "ConcreteVisitor2"     class VacationVisitor : IVisitor   {     public void Visit(Element element)     {       Employee employee = element as Employee;              // Provide 3 extra vacation days        Console.WriteLine("{0} {1}'s new vacation days: {2}",          employee.GetType().Name, employee.Name,          employee.VacationDays);     }   }    class Clerk : Employee   {     // Constructor      public Clerk() : base("Hank", 25000.0, 14)     {      }   }    class Director : Employee   {     // Constructor      public Director() : base("Elly", 35000.0, 16)     {       }   }    class President : Employee   {     // Constructor      public President() : base("Dick", 45000.0, 21)     {       }   }    // "Element"     abstract class Element   {     public abstract void Accept(IVisitor visitor);   }    // "ConcreteElement"     class Employee : Element   {     string name;     double income;     int vacationDays;      // Constructor      public Employee(string name, double income,        int vacationDays)     {       this.name = name;       this.income = income;       this.vacationDays = vacationDays;     }      // Properties      public string Name     {       get{ return name; }       set{ name = value; }     }      public double Income     {       get{ return income; }       set{ income = value; }     }      public int VacationDays     {       get{ return vacationDays; }       set{ vacationDays = value; }     }      public override void Accept(IVisitor visitor)     {       visitor.Visit(this);     }   }    // "ObjectStructure"     class Employees   {     private ArrayList employees = new ArrayList();      public void Attach(Employee employee)     {       employees.Add(employee);     }      public void Detach(Employee employee)     {       employees.Remove(employee);     }      public void Accept(IVisitor visitor)     {       foreach (Employee e in employees)       {         e.Accept(visitor);       }       Console.WriteLine();     }   } } |
| Output  Clerk Hank's new income: $27,500.00 Director Elly's new income: $38,500.00 President Dick's new income: $49,500.00  Clerk Hank's new vacation days: 14 Director Elly's new vacation days: 16 President Dick's new vacation days: 21 |